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Abstract

Hexahedral meshes are used in engineering and computer
graphics to describe complex geometric shapes by subdivid-
ing them into cube-like cells. Hexahedral meshes are widely
considered advantageous over tetrahedral meshes, in terms
of efficiency or their ability to align elements to relevant ge-
ometric features. Nonetheless, they have proven difficult to
generate automatically for the wide range of geometric mod-
els used in industrial applications.

This thesis uses combinatorial and topological techniques
to answer long-standing theoretical questions pertaining to
the generation of hexahedral meshes. Namely, search algo-
rithms exploring the space of possible topological meshes are
used to find small hexahedral meshes with a given bound-
ary, typically less than 70 hexahedra in the entire mesh.
The special case of topological balls is treated separately, us-
ing shellings to more efficiently construct hexahedral meshes.
These algorithms are fast enough to compute hexahedral meshes
for all quadrangulated spheres with up to 20 faces. This
yields an explicit construction showing that any quadran-
gulated sphere with n faces can be filled by a topological
mesh containing up to 78n hexahedra. This new bound im-
proves previous results requiring up to 5396n hexahedra. Fur-
thermore, the indirect generation of hex-dominant meshes by
combining tetrahedra into hexahedra is shown to be compu-
tationally intractable, justifying the existing use of heuristics
for this problem.

These algorithms are also used in the construction of
the first geometric meshes with planar faces for two difficult
test cases for hexahedral mesh generation: the 8-quadrangle
tetragonal trapezohedron, and a 16-quadrangle polyhedron
known as Schneiders’ pyramid.
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Chapter 1

Introduction

Meshes are the means by which computer systems represent and
manipulate geometric objects (Figure 1). Their use is ubiquitous
in computer graphics [Baumgart, 1972; Catmull, 1972; Lévy, 2001;
Gotsman et al., 2003; Botsch et al., 2007; Sheffer et al., 2007; Zhang
et al., 2010], biomedical engineering [Bourdin et al., 2007; Shep-
herd and Johnson, 2009; Marchandise et al., 2010; Sazonov and

Figure 1: A surface mesh (left) and a volumetric, all-hexahedral
mesh (right).
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1. Introduction

Figure 2: Different cell types used in volumetric meshes. From left
to right: a hexahedron, a tetrahedron, a prism and a pyramid.

Nithiarasu, 2011; Bosnjak et al., 2024], and a wide range of other
engineering disciplines through the finite-element method [Turner
et al., 1956; Wördenweber, 1984; Caendish et al., 1985; Ho-Le,
1988; Tam and Armstrong, 1991; Hughes et al., 2005; Bathe, 2006;
Geuzaine and Remacle, 2009]. A mesh allows algorithmic process-
ing of complex shapes by subdividing them into simple elements,
either polygons or polyhedra [Bern and Plassmann, 2000]. Meshes
can be classified according to the kinds of elements they contain.
In the case of surface meshes, common element types are triangles
and quadrangles. Volumetric meshes are often made up of solid
tetrahedra, triangular prisms, square pyramids, and, the focus of
this thesis, hexahedra (Figure 2). Hexahedra are 6-sided polyhedra
bounded by quadrangular faces.

The manuals of software tools that use or generate meshes are
rife with recommendations and requirements regarding the qual-
ity of the meshes, including ranges of acceptable angles in mesh
elements, acceptable aspect ratios for quadrangles [ANSYS, 2021;
Altair, 2024b], the location and amount of irregular vertices [Pixar,
2023], as well as restrictions on the proportion of non-quadrangular
or non-hexahedral elements [Shimada, 2018]. Indeed, hexahedral
meshes offer a variety of advantages over tetrahedral meshes: they
allow better allocations of computational resources, can align el-
ements to relevant geometric features [Shimada, 2011], and enable
meshes with fewer elements for the same level of accuracy [Chawner
et al., 2016] as well as faster processing [Remacle et al., 2016].
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In spite of all these advantages, there remain major obstacles
to the automatic generation of high-quality hexahedral meshes. A
wide variety of approaches have been employed [Tautges et al., 1996;
Schneiders, 1996; Murdoch et al., 1997; Nieser et al., 2011; Livesu
et al., 2013; Schneiders, 2000; Gao et al., 2019; Li et al., 2012], but
none have proven sufficiently robust and versatile as to eliminate the
need for manual and semi-manual generation techniques [Zoccheddu
et al., 2023; Altair, 2024a; Cubit, 2024]. This is in stark contrast
with tetrahedral meshes which can be generated reliably by robust
algorithms with strong theoretical guarantees on the quality of the
elements [Shewchuk, 1998; Geuzaine and Remacle, 2009; Si, 2015].

It can be tempting to leverage these algorithms by converting a
high-quality tetrahedral mesh into a hexahedral mesh. Such indirect
approaches inherit the level of automation traditionally achieved
by tet-meshing software, but fall short in other respects. These
techniques are usually only able to generate hex-dominant meshes,
mixing hexahedra with tetrahedra, prisms and pyramids [Meshkat
and Talmor, 2000; Yamakawa and Shimada, 2003; Baudouin et al.,
2014; Botella et al., 2016; Pellerin et al., 2018a].

When it comes to all-hexahedral mesh generation, the few the-
oretical results available primarily concern topological mesh gener-
ation, i.e. the generation of a mesh with a specific combinatorial
boundary, without concerns for the geometric quality of the ele-
ments [Thurston, 1993; Mitchell, 1996; Eppstein, 1999a; Bern et al.,
2002; Erickson, 2014]. A major source of motivation for this the-
sis is the case of Schneiders’ pyramid [Schneiders, 1995]. It’s long
been established that it is possible to mesh this polyhedron with
topological hexahedra, but known solutions contain many hexahe-
dra of low quality [Yamakawa and Shimada, 2010; Xiang and Liu,
2018] (Figure 3). In particular, it is not clear whether the complex
and irregular structure of these meshes is an inherent requirement
to achieve the boundary connectivity, or if a much simpler solution
has been overlooked. The situation is even more dire in the case of
geometric hex-meshing: it is still open which quadrangular meshes
can possibly be extended to geometric hexahedral meshes, and what

11



1. Introduction

Figure 3: Schneiders’ pyramid, a quadrangular mesh with 16 faces.
Existing solution shown below (left: 88 hexahedra by Yamakawa
and Shimada, right: 36 hexahedra by Xiang and Liu).
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1.1. Contributions

restrictions a fixed boundary mesh imposes on the quality of such
meshes.

The goal of this work is to build upon those few results and
provide a stronger basis for future robust algorithms. Instead of
attempting to implement hex-meshing software with the current,
limited state of understanding about the problem, this thesis an-
swers or provides new tools to help answer these questions.

1.1 Contributions

As part of this research, several original contributions to the field
of mesh generation were made, namely:

1. proving that combining tetrahedra into hexahedra, a tech-
nique used in a popular class of indirect hex-dominant mesh-
ing algorithms, is NP-Hard, which was previously suspected
but unproven [Meshkat and Talmor, 2000] (Chapter 3);

2. an algorithm to exhaustively search for topological hexahedral
meshes with a given boundary (Chapter 4), which can be used
to locally modify hexahedral meshes (Section 4.2);

3. a more specialized algorithm relying on quad flips to compute
topological hexahedral meshes bounded by spheres (Chap-
ter 5), allowing us to construct hexahedral meshes for any
quadrangulated sphere with up to 20 faces (Section 5.4) and
give a concrete numerical bound on the number of hexahedra
needed to mesh spheres of n quadrangles (Section 5.3);

4. focusing on the problem of Schneiders’ pyramid, we compute
the first geometric mesh of this pyramid, i.e. one made up of
polyhedral cells with planar faces (Chapter 6).

Further related contributions were also published in scientific
journals, though they are not the focus of this monograph:

13



1. Introduction

1. An exhaustive enumeration of all 174 subdivisions of a hexa-
hedron into tetrahedra, and a proof that only 171 of them are
realizable geometrically, with applications to the generation
of hex-dominant meshes [Pellerin et al., 2018b];

2. an algorithm applying combinatorial search to tetrahedral meshes,
focusing on methods to efficiently prune the search space of
possible triangulations [Marot et al., 2020];

3. a method to generate a single layer of hexahedra on the bound-
ary of a domain, by formulating constraints describing the
configurations of adjacent boundary vertices [Reberol et al.,
2023].

All of these contributions involve either code to implement new
algorithms, or the production of new datasets. These results are
made freely available at https://www.hextreme.eu/download.

1.2 Publications

This thesis covers works that were previously published in the fol-
lowing articles:

• Kilian Verhetsel, Jeanne Pellerin, and Jean-François Remacle.
2019a. A 44-element mesh of Schneiders’ pyramid: Bounding
the difficulty of hex-meshing problems. Computer-Aided De-
sign. https://doi.org/10.1016/j.cad.2019.102735 (Best
paper award.)

• Kilian Verhetsel, Jeanne Pellerin, and Jean-François Remacle.
2019b. Finding hexahedrizations for small quadrangulations of
the sphere. ACM Transactions on Graphics (TOG) 38, 4 (jul
2019), 53. 0730-0301 https://doi.org/10.1145/3306346.
3323017
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Chapter 2

The Many Facets of
Hexahedral Mesh
Generation

Due to its industrial applications in a wide range of fields, hexahe-
dral meshing has been studied under many different lenses. We give
some context on the concepts of algebraic and computational topol-
ogy that will be used throughout this work to describe new results,

Figure 4: A geometric hexahedron with planar faces (left), a tri-
linear hexahedron with warped faces (center), and a topological
hexahedron (right).
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2. The Many Facets of Hexahedral Mesh Generation

Figure 5: Example of a numbering convention for elements in a
mesh.

before reviewing the most common types of hex-meshing methods.

2.1 Background and Definitions

2.1.1 Topological and Geometric Meshes

The main objects discussed throughout this thesis are meshes, vol-
umetric and hexahedral meshes in particular. The properties of
meshes are studied through two interrelated branches of mathemat-
ics: topology and geometry.

The topological properties of a mesh can be derived from its
combinatorial structure, which we call a topological or combinato-
rial mesh (Figure 4). Given a finite set of vertices, we represent
surface meshes as a set of polygons, only storing the incidence rela-
tions between them, e.g. by labeling the vertices and representing
polygons as ordered lists of vertex labels. Similarly, we represent
volumetric meshes by a set of cells (also known as elements). Each
cell is a combinatorial polyhedron, bounded by polygonal facets.
Such cells are encoded, for example, by picking a convention to or-
der their vertices (Figure 5). The intersection of any two cells must
be exactly one face of both cells: the empty set, a vertex, an edge,
a polygonal facet or the cell itself.

This combinatorial object corresponds to a topological space X
using the following construction: each k-dimensional face is rep-
resented by a copy of the unit ball

{
x ∈ Rk | ||x||2 ≤ 1

}
. The k-

skeleton X(k) is the disjoint union of these balls. The boundary of

16



2.1. Background and Definitions

each k-dimensional face (for k > 1) is the union of balls of dimen-
sion (k − 1), corresponding to the boundary facets, and attached
to the skeleton X(k−1) using a gluing map from the unit sphere{
x ∈ Rk | ||x||2 = 1

}
to X(k−1). The topological space X is the

union of its skeletons X =
⋃n

k=0X
(k). Cell complexes are used ex-

tensively in algebraic and computational topology [Munkres, 1984;
Edelsbrunner, 2001; Hatcher, 2002; Kaczynski et al., 2003].

A geometric mesh is one where each cell is a convex polyhedron,
defined as the convex hull of its vertices x1, . . . ,xn:{

n∑
i=1

λixi

∣∣∣∣∣
n∑

i=1

λi = 1 and ∀i.0 ≤ λi ≤ 1

}
Equivalently, convex polyhedra may be defined as the intersec-

tion of half-spaces delimited by the planes that contain their facets,
i.e. they must have planar faces. An extensive discussion on the
properties of convex polyhedra and higher-dimensional polytopes is
found in [Ziegler, 1995].

A geometric realization of a topological mesh assigns coordi-
nates to each vertex such that each cell is a convex polyhedron. A
volumetric mesh is realizable if it has a geometric realization in R3.

For finite elements applications, a less restrictive type of geomet-
ric mesh is used: trilinear hexahedral meshes [Knupp, 1990]. Given
coordinates in R3 for each vertex, a hexahedron whose vertices are
(x000,x001,x011,x010,x100,x101,x111,x110) is defined as the image
of a unit cube under a trilinear map f : [0, 1]3 → R3, obtained
by taking the products of linear functions (denoted F0 and F1),
weighted by the vertices:

f(u, v, w) =

1∑
i=0

1∑
j=0

1∑
k=0

Fi(u)Fj(v)Fk(w)xijk

where

F0(t) = 1− t

F1(t) = t

17



2. The Many Facets of Hexahedral Mesh Generation

Figure 6: (Left) stars and (right) links of vertices in a manifold
(top), on the boundary of a manifold (middle) or in a non-manifold
(bottom).18



2.1. Background and Definitions

A trilinear mesh is valid if every point of the physical domain
is the image of precisely one point under the trilinear maps that
define the mesh. This corresponds to the Jacobian determinant of
f being strictly positive everywhere for every hexahedron (assuming
a convention on the orientation of hexahedral elements).

2.1.2 Manifolds

Cell complexes can describe a wide range of spaces. For meshing
purposes, the domains that we seek to mesh are usually manifolds,
or manifolds with boundary. An n-manifold is a space where each
vertex v has a neighborhood homeomorphic to an open subset of
Rn.

In combinatorial terms, manifolds are characterized in terms of
the links and stars of faces in a cell complex. The star of a face
f , St(f) is the set of all cells that contain f , and all of their faces.
The link of f , Lk(f), is the set of faces in St(f) that do not contain
f . A combinatorial n-manifold with boundary (for n ≤ 3) is a
topological mesh such that the link of every face of dimension k is
homeomorphic to a sphere Sn−k (for interior faces) or a ball Bn−k

(for boundary faces) [Edelsbrunner, 2001; Rourke and Sanderson,
2012]. In particular, the link of each vertex is homeomorphic to
Sn−1 for interior vertices or Bn−1 for boundary vertices (Figure 6).

2.1.3 Dual Meshes

The faces of a topological mesh are partially ordered by a relation
a ⪯ b ⇔ a is a face of b. Reinterpreting a mesh by inverting this
relation yields its dual mesh [Basak, 2010]. Given a surface mesh
M, its dual has one vertex for each polygon in M, and one dual
edge connecting any two dual vertices corresponding to primal poly-
gons that share an edge. Each vertex of the primal mesh M then
corresponds to a polygonal cell of the new dual mesh. The dual of a
volumetric meshM is also a volumetric mesh, each vertex of which
corresponds to a polyhedral cell of the original mesh. Dual edges

19



2. The Many Facets of Hexahedral Mesh Generation

Figure 7: A hexahedral mesh (left) and the corresponding arrange-
ment of dual sheets (right).

connect the vertices corresponding to primal cells that share a facet
and dual facets correspond to primal edges.

For quadrangular and hexahedral mesh, we add structure to
the dual mesh by grouping the dual edges or polygonal facets into
curves or sheets respectively. In a quadrangular mesh, a dual curve
groups all edges corresponding to opposite edges of a combinatorial
quadrangle. In a hexahedral mesh, any two dual polygonal facets
that correspond to parallel primal edges of a combinatorial cube are
grouped together in a dual sheet (Figure 7). The boundary of a dual
sheet is either empty, or one or more dual curves of the boundary
quadrangular mesh.

2.2 What Domains Are Hex-Meshable

Given a quadrangulation, even with a small number of faces, such
as Schneiders’ pyramid, it is often difficult to manually find a hex-
ahedral mesh that fills its interior. This prompted the question of
characterizing the quadrangular meshes that can be extended to
hexahedral meshes.

20



2.2. What Domains Are Hex-Meshable

Figure 8: A quadrangulation that cannot be fileld with hexahedra
(left) because a cross section of the torus contains a triangle, and
one that can be meshed using three hexahedra (right).

For ball domains. Thurston [1993] and Mitchell [1996] inde-
pendently showed that a topological ball bounded by a quadrangu-
lated sphere can be meshed with hexahedra if and only if the number
of quadrangles on the boundary, n, is even. In Mitchell’s proof, an
arrangement of surfaces bounded by the dual arrangement of curves
of the input quadrangulation is first constructed. For curves with
an even number of self-intersections (including curves with no self-
intersections), a disk is constructed inside the domain and a regular
homotopy between a circle and the curve can be used to create
a manifold bounded by that curve. Curves with an odd number of
self-intersections are paired up arbitrarily. For each pair, a manifold
bounded by the two curves is constructed by computing a regular
homotopy between the two of them. This arrangement is not in
general the dual of a hexahedral mesh, so the next step of the con-
struction is to add new surfaces completely inside the ball until all
connectivity requirements of a hexahedral mesh are met.

A linear-complexity solution. The construction of Mitchell
requires up to Ω(n2) hexahedra where n is the number quadrangles.

21



2. The Many Facets of Hexahedral Mesh Generation

Eppstein showed this was the case and proposed a different con-
struction which guarantees the use of O(n) hexahedra [Eppstein,
1999a]. Eppstein’s algorithm first subdivides each quadrangle into
two triangles, so that a tetrahedral mesh of the interior can be com-
puted. After subdividing each tetrahedron into four hexahedra, a
hexahedral mesh is obtained. However, its boundary does not match
the initial input quadrangulation. This is solved by inserting buffer
cells: for each quadrangle, add a cube, and glue one of its face
to the original quadrangle; then, subdivide the opposite face into
six quadrangles. The six new quadrangles are matched with those
obtained from subdividing the original quadrangles during the pre-
vious step. The four remaining sides of the buffer cells are carefully
subdivided into either two or three quadrangles, so that each buffer
cell is bounded by an even number of quadrangles. Mitchell’s proof
can then be invoked to show that each buffer cell can be subdivided
into a finite number of hexahedra.

Generalization to other inputs. Generalizing the previous
results, Erickson [2014] gives necessary and sufficient conditions for
the existence of a hexahedral mesh of a domain Ω bounded by a
quadrangulation Q. The requirement is that every null-homologous
subgraph of the input quadrangulation (i.e. every subgraph which
bounds an embedded surface of Ω) contain an even number of edges
(Figure 8). The construction of Erickson is similar to the one pro-
posed by Eppstein, and also starts by computing a tetrahedral mesh
of the domain, subdividing it into a hexahedral mesh, and insert-
ing buffer cells to get a complete mesh with the correct boundary.
The last step is to subdivide the buffer cells of two different types
(Figure 9) into hexahedra, which is again shown to be possible from
Mitchell’s proof. Neither Eppstein nor Erickson give an explicit
construction of the hexahedral meshes of the buffer cells used in the
algorithm.

A constructive solution. Carbonera and Shepherd [2010]
give the first completely explicit construction. Their algorithm first
adds hexahedra inside the domain, guaranteeing that the dual ar-
rangement of the boundary of the remaining region contain no self-

22



2.2. What Domains Are Hex-Meshable

Figure 9: Hexahedrizations of these two quadrangulated spheres
enable the construction of hexahedrizations for all other quadran-
gulated surface that have one.

intersecting curve. Buffer cells are then inserted to transition to a
mesh where each quadrangle has been subdivided into four quad-
rangles. The rest of the domain is then filled using pyramids. A
complete hexahedral mesh is obtained after subdividing the pyra-
mids into hexahedra. Given a topological ball bounded by n quad-
rangles, their construction produces a mesh of 76 n hexahedra. This
mesh is degenerate: it contains quadrangles sharing multiple edges
and hexahedra sharing multiple faces. A combinatorially valid mesh
can be obtained by further refining the mesh [Mitchell and Tautges,
1994]. This method, however, requires as many as 5396 n hexahedra
to build a hexhahedral mesh bounded by quadrangulation of size n.

Geometric hex-meshing. It remains open whether all quad-
rangulations that admit a topological hexahedral mesh also admit a
geometric hexahedral mesh. Bern et al. [2002] reduced the problem
to finding geometric meshes for all convex polyhedra isomorphic to
a warped bicuboid. Schwartz and Ziegler [2004] were nonetheless
able to explicitly construct a geometric operator to change the par-
ity of any hexahedral mesh. Their construction relies on building

23



2. The Many Facets of Hexahedral Mesh Generation

4-dimensional cubical polytopes with prescribed surfaces in their
dual manifolds.

2.3 How Hex-Meshes Are Constructed

Below is a brief summary of the most popular techniques used to
generate hexahedral meshes. For a more extensive review of mesh
generation techniques, see [Pietroni et al., 2023].

2.3.1 Topological Advancing Fronts

Whisker Weaving. Whisker Weaving has been proposed by Taut-
ges et al. [1996]. The idea is to use a topological advancing front to
construct the dual of a hexahedral mesh with a prescribed bound-
ary. The algorithm initially assumes that the final mesh will contain
one dual surface for each dual curve of the input quadrangulation.
Hexahedra are created inside the domain by creating intersections
between three of these sheets, until the entire domain is filled. To
choose between the multiple possible operations, heuristics based on
geometric information such as the dihedral angle of faces are used.
These heuristics are often not enough to completely fill the domain.

Dual cycle elimination. Müller-Hannemann [1999] proposed
a method based on dual cycle eliminations. At each step of the
algorithm, one of the curves of the dual mesh is removed, matching
this elimination as the insertion of a layer of hexahedra. The new
boundary after removing this cycle bounds the part of the input do-
main which has not been meshed yet. This process is repeated until
the boundary matches that of a single cube. This method succeeds
for certain classes of input quadrangulations, but fails for the com-
mon cases where the dual contains self-intersecting curves. Kremer
et al. [2014] extended this algorithm with heuristics to determine the
elimination order of the dual cycles, taking into accounts geometric
properties to handle concave objects.
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2.3. How Hex-Meshes Are Constructed

2.3.2 Octree-based Hex-Meshing

Octrees-based methods are a type of automatic hex-meshing algo-
rithm that convert the combinatorial dual of an octree into a hex-
ahedral mesh [Schneiders, 2000; Maréchal, 2009; Gao et al., 2019].
The octree structure is first refined according to the local feature
size. A set of fixed templates is used to transform size-transitions
present in the octree into a valid hexahedral mesh. The choice of
templates directly impacts the quality of the resulting mesh, so they
must be designed carefully to avoid poorly shaped hexahedra [Tong
et al., 2024].

A major challenge for this family of algorithms is to accurately
capture features that are not aligned with the octree. Given a set of
sharp features, octree-based methods can project vertices onto the
sharp features so that they are preserved in the final mesh. This
often requires a high level of refinement in order to capture small
features, limiting the practical applicability of those techniques for
complex inputs.

2.3.3 Frame fields and Hexahedral Mesh Generation

Frame fields assign three mutually orthogonal directions to each
point in space. Lines where this orientation field vanishes are known
as singularities. In meshing terms, these lines correspond to edges
that are surrounded by a number of hexahedra different from four
[Beben, 2020].

Methods based on frame field start by generating a smooth,
boundary-aligned orientation field and attempt to extract a block-
structured mesh whose singularities match that of the frame field
[Nieser et al., 2011; Li et al., 2012; Liu et al., 2018]. Currently, how-
ever, there is no guarantee that the singularities in the generaed
frame-fields correspond to that of a valid hexahedral mesh. Invalid
configurations are generated for most non-trivial models. For exam-
ple, there can be vertices where only two singularities meet, one of
valence three and the second of valence five — which is not a valid
configuration for an all-hexahedral mesh. Liu and Bommes [2023]
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Figure 10: The same domain meshed using PolyCut (left) and an
octree-based approach (right).

formulate the problem so as to avoid such invalid configurations, but
there is still no guarantee the global orientation field corresponds to
a valid hexahedral mesh.

2.3.4 Polycube-Based Methods

Polycubes are solids made up of a finite number of cubes glued
face-to-face. This structure makes it easy to subdivide them into a
regular arrangement of hexahedra. Polycube-based algorithms use
such an arrangement to mesh an object by computing a mapping
between it and a polycube [Gregson et al., 2011; Livesu et al., 2013].
If the distortion of this polycube mapping is low enough, then a
hexahedral mesh of the polycube can be deformed into a valid mesh
of the target model (Figure 10).

Lin et al. [2008] create such polycubes by first segmenting the
input model into different parts corresponding to features of the
input domain. Each part is then approximated by a coarse polycube
chosen from a set of basic primitives. This coarse representation of
the model often results in a high distortion mapping, making it
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unsuitable for meshing applications.
Gregson et al. [2011] instead deform the input model, so as to

align all boundary faces to one of the six axis-aligned directions
(±x, ±y, ±z). The resulting polycube is then meshed with a struc-
tured hexhadedral mesh which is mapped back onto the input shape.
Polycut [Livesu et al., 2013] also uses a deformation-based approach,
but improves the segmentation of the input into axis-aligned patches
using a hill climbing algorithm. This leads to a mapping with less
distortion while requiring fewer irregular vertices. To reduce arti-
facts due to the high sensitivity of parametrization methods to the
mesh embedding, Mandad et al. [2022] propose an intrinsic formu-
lation. Protais et al. [2022] focus on the robust construction of very
coarse meshes from such polycube mappings while still preserving
relevant geometric features.

Even though these method allow the construction of high-quality,
block-structured hexahedral meshes, the deformation process often
results in inverted hexahedra. The regular connectivity of polycube
meshes that does not contain singularities also makes it difficult to
correctly represent certain boundary features.

2.3.5 Hex-Dominant Mesh Generation

For many models, the all-hexahedral methods mentioned so far fall
short of producing a satisfactory hexahedral mesh. Hex-dominant
are a more robust alternative thanks to the inclusion of non-hexahedral
elements, while still filling most of the volume with well-shaped hex-
ahedra.

H-Morph [Owen, 2001] computes a hex-dominant with a pre-
scribed quadrangular mesh as its boundary. The input is a tetrahe-
dral mesh constrained so that its boundary is a subdivision of the
target quad mesh. The algorithm traverses this tetrahedral mesh in
an advancing front fashion, applying local transformations to rear-
range tetrahedra until they can be combined into hexahedra.

More recent hex-dominant meshing techniques directly create
a tetrahedral mesh with its vertices placed so as to facilitate re-
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combination. Such a distribution of vertices is obtained by packing
rectangular cells [Yamakawa and Shimada, 2003], using the Lp Cen-
troidal Voronoi Tesselation [Botella et al., 2016; Lévy and Liu, 2010],
or frontal point insertion [Baudouin et al., 2014]. The tetrahedra
are combined into hexahedra by searching for occurrences of the
triangulations of a hexahedron [Pellerin et al., 2018b]. This search
may rely on an explicit set of templates [Botella et al., 2016; Ya-
makawa and Shimada, 2003], or by traversing the mesh to look for
groups of 12 edges whose connectivity match that of a cube [Pel-
lerin et al., 2018a]. Ray et al. [2018] use an orientation field to guide
the construction of a hex-dominant mesh, extracting the hexahedra
using standard methods [Nieser et al., 2011]. A quad-dominant
mesh of the boundary is computed ahead of time, and hexahedra
that self-intersect or intersect the boundary are excluded. The final
hex-dominant mesh is obtained by filling the leftover space using a
Delaunay triangulation.

The hex-dominant meshes produced by these methods are in
general non-conforming, as they may contain hexahedra that share
a quadrangular face with two tetrahedra. Non-conformities are usu-
ally resolved as a post-processing step. Alternatively, Gao et al.
[2017b] generate a conforming mesh directly by allowing a small
number of cells with arbitrary polyhedra, in addition to hexahedra,
tetrahedra, prisms and pyramids.

2.4 Evaluating and Improving Meshes

A mesh, in order to be useful for any type of physical simulation,
needs to be constituted exclusively of valid elements. Validity of
a hexahedral element can be tested by using the 27 coefficients
of the Bézier decomposition of the trilinear map that defines it.
These provide bounds for the Jacobian of the transform. If these
bounds are not sufficiently tight to determine whether the element is
valid, the hexahedron is recursively subdivided into 8 smaller hexa-
hedra until an unambiguous result is obtained [Johnen et al., 2017].
Marschner et al. [2020] reformulate hexahedron validity as an op-
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timization problem, solving it using semidefinite programming, to
more efficiently find points where a hexahedron is not locally injec-
tive.

These tests are still relatively expensive so simpler conditions
are often used as a proxy for the validity of hexahedra. Most com-
monly, the Jacobian at the eight corners of the hexahedron is tested
by checking the orientation of the corresponding corner tetrahedra
[Livesu et al., 2015; Knupp, 2001]. It is necessary, but not suffi-
cient, that those eight values be positive for the hexahedron to be
valid. Other tests based on the orientations of between 8 and 64
tetrahedra formed by the 8 vertices of the hexahedron have been
studied empirically by Ushakova [2011], but none offer a necessary
and sufficient condition.

In practice it is not enough for a mesh to be valid in order to
serve a practical purpose: poorly-shaped yet valid elements may
still yield non-physical results in a simulation. No single value fully
captures whether an element is suitable for those simulations, and
instead a wide range of metrics are used to evaluate meshes. These
metrics include the scaled Jacobian, the ratio between the shortest
and longest edges, the solid angles of the corners, measures of the
planarity of faces, etc. [Gao et al., 2017a; Motooka et al., 2011].

There are currently no hex-meshing algorithms that guarantee
the generation of a valid mesh containing only well-shaped elements.
As such, it is common for hexahedral meshing pipelines to include
so-called untangling and smoothing steps to improve the mesh. Dur-
ing untangling, vertices are moved until all elements are valid. The
formulation of Marschner et al. [2020] using optimization techniques
can also be used to repair hexahedral meshes.
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Chapter 3

The Complexity of Indirect
Hex-Dominant Meshing

The limitations of tooling used to generate all-hexahedral meshes,
combined with the existence of established, industrial software to
generate tetrahedral meshes, makes the following idea tempting:
first generate a tetrahedral mesh of the domain, then combine the
tetrahedra within it to form hexahedra. This is known as an indirect
approach to hexahedral mesh generation. In general, it may not be
possible or practical to combine all tetrahedra of a given mesh into

Figure 11: A hex-dominant mesh. Most of the volume is filled with
hexahedra, but it also contains tetrahedra.
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Figure 12: (left) a triangle mesh and its dual graph (dashed edges),
recombined into a quad-dominant mesh (right) that corresponds to
an edge matching (indicated by bold edges).

hexahedra, so the resulting mesh will still contain leftover tetrahedra
as well as other elements such as prisms and pyramids. Such a mesh
is known as hex-dominant (Figure 11).

However, even in the cases where all tetrahedra can be recom-
bined to form an all hexahedral mesh, existing techniques do not
guarantee they will generate such a mesh. Instead of computing
the optimal recombined mesh in terms of the number of hexahe-
dra or their quality, indirect hex-dominant meshing is done using
approximate methods. This chapter demonstrates that maximizing
the number of hexahedra in the recombined mesh is NP-hard, jus-
tifying the established use of heuristics to approximate solutions to
the problem.

3.1 Problem Statement

Different measures can be used to quantify the quality of a recom-
bined mesh to account for the number of cells, their types (tetra-
hedra, hexahedra, prisms or pyramids) and their geometric quality.
The exact objective function used in practice is often application-
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dependent. Throughout this chapter, we will specifically consider
the following formulation: given a tetrahedral mesh T and a qual-
ity threshold q, find the maximum number n of hexahedra with a
minimum scaled Jacobian greater than or equal to q that can be ob-
tained by recombining tetrahedra in T . Any two selected hexahedra
must be compatible, i.e. their intersection must be empty, exactly
one vertex, exactly one edge, or exactly one quadrangular face. We
allow non-conformities in the mesh, allowing one hexahedron to be
adjacent to two tetrahedra. Typically, such invalid connectivity is
addressed after recombination as part of post-processing steps, and
may be penalized in the objective function.

Consider the analogous problem pertaining to surface meshes:
given a triangulation T of a surface, find the maximum number n
of quadrangles that can be obtained by combining triangles in the
original mesh. This question can be answered in polynomial time
by considering the dual graph G of T . The nodes of G are the
triangles in T and an arc in G connects two nodes means that the
corresponding triangles are adjacent in T . n corresponds precisely to
a maximum matching of G (a maximum cardinality set of arcs M in
G such that no two arcs in M share one node), hence the problem for
surface meshes is solvable in polynomial time (Figure 12) [Remacle
et al., 2012; Edmonds, 1965]. Even with a threshold on the quality
of combined elements, a solution can still be found in polynomial
time by removing from G the arcs that correspond to quadrangles
of inadequate quality.

Despite the similarities, the recombination problem for volu-
metric tetrahedral meshes is more challenging: whilst a quadrangle
can only be obtained by merging two triangles that share an edge,
there are 174 different patterns made up of tetrahedra that can be
recombined into one hexahedron [Pellerin et al., 2018b]. This chal-
lenge combined with the additional degree of freedom in volumetric
meshes enables us to simulate other NP-Hard problems.
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Figure 13: A tetrahedral mesh used to encode the boolean formula
(x ∨ y ∨ ¬z) ∧ (¬y ∨ z). Colors represent the three variables.
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3.2 Reduction from 3-SAT

To show that the problem of recombining tetrahedra into hexahe-
dra is NP-hard, we use a reduction from a well-known NP-Complete
problem, the Boolean satisfiability problem [Karp, 1972]. Specifi-
cally, consider a 3-SAT instance C written as:∧

c∈C
(c0 ∨ c1 ∨ c2)

A 3-SAT instance is a set of clauses where each clause contains
3 literals. Each literal is either a boolean variable xi or its negation
¬xi. C is satisfiable if and only if it is possible to assign either true
or false to each variable such that every clause contains at least one
literal equal to true.

From any 3-SAT instance C, we compute a tetrahedral mesh
T , an integer n and a quality threshold on the scaled Jacobian of
the recombined hexahedra q. X is satisfiable if and only if the
tetrahedra of T can be recombined into at least n hexahedra with
a minimum scaled Jacobian greater than or equal to q.

We construct this mesh in polynomial time. This shows that this
formulation of the recombination problem as a decision problem is
NP-Hard, i.e. as hard as boolean satisfiability and other problems in
NP (section 3.2.4). Following typical approaches to formulate such
reductions [Aloupis et al., 2015], the construction relies on different
gadgets used to simulate components of the 3-SAT instance as a
tetrahedral mesh:

• each variable is represented as a repeating pattern of tetra-
hedra that admits two optimal combinations into hexahedra,
each corresponding to a value assigned to the variable (section
3.2.1);

• each clause is represented by a clump of tetrahedra that can be
combined into one hexahedron in three different ways (section
3.2.2), one for each literal in the clause;
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Figure 14: Gadget to encode variables (center), which can be com-
bined into 3 hexahedra in two ways, representing it being set to false
(left) or true (right).

• a T-junction device is used to connect variables to clauses and
avoid self-intersections in the mesh (section 3.2.3).

3.2.1 Encoding of Boolean Variables

Each variable is represented by stacking up layers of the gadget
shown in Figure 14. Each layer can be combined into exactly three
hexahedra optimally in two different ways, one to represent true be-
ing assigned to a variable, one to represent it being false. When two
layers are stacked on top of one another, the optimal combination
corresponds to consistently picking one value for the variable. Cre-
ating a hex-dominant mesh that mixes hexahedra corresponding to
the two different variable states is only possible by using fewer hex-
ahedra per layer or including low-quality hexahedra (Figure 15). A
threshold of 0.6 on the minimum scaled Jacobian is used to preclude
the latter. This same threshold will be used for all other gadgets
we describe.

3.2.2 Encoding of Logical Clauses

Each clause x∨y∨z is represented by 10 tetrahedra that can be com-
bined to form one hexahedron in three different ways (Figure 16).
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Figure 15: Two consecutive layers recombined optimally (top left),
changing the state of a variable using low quality hexahedra (top
right) or by skipping part of a layer (bottom left), and using a
hexahedron spanning across both layers (bottom right).
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Each of the three hexahedra represents selecting a literal (x, y, or
z) whose value is true.

To ensure the selected literal is consistent with the variable gad-
get, the clause gadget must be connected to three variable gadgets,
so that the only way to optimally combine both the clause gadget
and the variable gadget is if the clause is satisfied.

These constraints are enforced by connecting three of the ver-
tices from the last layer in the variable gadget to the clause. These
three vertices are all part of a single quadrangular face in the hex-
ahedra corresponding to the negation of the corresponding literal
(i.e. the state where x is false if x is included in the clause, and the
state where x is true if ¬x is included instead). They are merged
with three vertices of a single quadrangular face of the hexahedron
used to represent the corresponding literal, while still ensuring that
this hexahedron remains compatible with the two hexahedra corre-
sponding to the other two literals.

3.2.3 T-junctions

The gadgets used to represent clauses need to be connected to the
last layer of a variable gadget, but each variable needs to be con-
nected to multiple clauses. To allow this, we use a third gadget
to create a T-junction in the middle of the stack of layers used to
represent variable.

The T-junction gadget is constructed by adding three tetrahedra
to a stack of two layers of the variable gadget and attaching another
layer in a perpendicular orientation (Figure 18). The resulting tetra-
hedral mesh admits two optimal recombination into 10-hexahedra,
corresponding to the two states a variable can take.

3.2.4 Combining Tetrahedra into Hexahedra is
NP-Hard

Any 3-SAT instance C can be represented by a tetrahedral mesh
T using a polynomial number of the gadgets we described (Fig-
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Figure 16: Gadget to encode clauses (top). There are three ways to
combine these and form one hexahedron (bottom).

ures 14,16, and 18): each variable xi is encoded by stacking O(|C|)
layers of the variable gadget. One instance of the clause gadget is
used for each clause. For each occurrence of xi in a clause, two con-
secutive layers are replaced with a T-junction, and more layers are
inserted to connect xi to the clause. C is satisfiable if and only if T
can be recombined into a hex-dominant mesh containing n hexahe-
dra with a minimum scaled Jacobian of at least 0.6, where n is the
sum of the number of hexahedra that each gadget can optimally be
combined into.

By construction, any solution to the original 3-SAT instance
corresponds to such a hex-dominant mesh. To verify that there is
no way to combine T into n hexahedra of sufficient quality when
the formula is not satisfiable, consider the incompatibility graph G.
The nodes of G are the candidate hexahedra that can be obtained
by combining tetrahedra from T . Any two nodes hi and hj of G are
connected if and only if they are incompatible, either because the
corresponding hexahedra geometrically overlap or because they only
share part of face. The graph G can be partitioned into one sub-
graph for each gadget and one sub-graph for each pair of directly
connected gadgets, since no candidate hexahedra span across more
than two gadgets.

39



3. The Complexity of Indirect Hex-Dominant Meshing

Figure 17: A clause (left) is connected to a variable by attaching a
triangle representing one of the three literals (colored) to the cor-
responding variable gadget, merging it with one of two triangles
(right), depending on the sign of the literal.

The maximum number of hexahedra in a hex-dominant mesh
obtained from T is at most the sum of the sizes of the maximum
independent sets of each sub-graph, an independent set of a graph
being a set of nodes none of which are connected by an arc. This
corresponds to ignoring the incompatibility constraints across sub-
graphs. To verify that the optimal number of hexahedra can only
be achieved if the 3-SAT instance C admits a solution, we consider
the sub-graphs that correspond to all pairs of directly connected
gadget G1 and G2. There are only a small number of cases used in
the construction: the connection between consecutive layers of the
variable gadget, the connection between layers and T-junctions, and
the 6 different ways a clause can be connected to a variable gadget
— corresponding to the 3 literals of each clause, and whether or not
any of each of them appears with a negation.

Let G12 be the sub-graph of G that contains all candidate hex-
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Figure 18: Gadget to encode branches (center). This submesh is
inserted in between layers of the variable gadget and can be com-
bined optimally into 10 hexahedra to either match the state of the
variable gadget being false (left) or true (right).

ahedra that cross both gadgets. In all cases, we verify that any in-
dependent set that contains a hexahedron h ∈ G12 is sub-optimal,
so that a better local solution can always be obtained by instead
recombining G1 and G2 optimally. Since the optimal number of hex-
ahedra n assumes that all gadgets were combined optimally and the
optimal hex-dominant mesh for each gadget encodes an assignment
for the variables in C, a hex-dominant mesh containing n hexahedra
can only be obtained if C is satisfiable.

This shows our recombination problem is NP-Hard. Because it
is in NP (e.g. one can construct the incompatibility graph G and
compute its maximum independent set), it also follows that it is
NP-Complete.
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Chapter 4

Searching for
Combinatorial Meshes

Given the computational cost of optimal recombination of tetrahe-
dra into hexahedra shown in the previous chapter, these indirect
approaches cannot be expected to output all-hexahedral meshes.
Nonetheless, a hex-dominant mesh could still be subdivided into an

Figure 19: Left: Schneiders’ pyramid. Right: The octogonal spin-
dle.
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all-hexahedral mesh. If most elements are already hexahedra, this
could result in a mesh of suitable quality. One is then confronted
with the problem of subdividing pyramids into hexahedra [Schnei-
ders, 1995]. Indeed, there are exceedingly simple quad meshes which
do admit hexahedral meshes but finding any solution is extremly
difficult (Figure 19). This chapter introduces a new algorithm to
search for a combinatorial hexahedral mesh with a given bound-
ary [Verhetsel et al., 2019a]. By ensuring the search is exhaustive,
we can either find the smallest hexahedral mesh with the required
boundary (Section 4.1), or prove there are no meshes with fewer
than a certain number of vertices or hexahedra (Section 4.1.4). Op-
erating on a smaller cavity rather than the entire mesh, we’re also
able to compute smaller hexahedral meshes even if the input quad-
rangulation is too complex to find a minimal solution (Section 4.2).

4.1 Enumerating combinatorial hexahedral
meshes

In this section, we describe an algorithm that lists all possible hex-
ahedral meshes with a prescribed boundary. We use this algorithm
to determine lower bounds for the number of vertices and hexahedra
needed to mesh the octagonal spindle and Schneiders’ pyramid. It
is also the key to the local mesh simplification algorithm we propose
in section 4.2.

When discussing the existence of hexahedral meshes or when
enumerating the meshes bounded by a given quadrilateral mesh, we
first ignore geometric issues and consider combinatorial hexahedral
meshes. In a combinatorial hexahedral mesh, the hexahedra are rep-
resented as sequences of 8 integers, where distinct integers represent
distinct vertices. A set of hexahedra defines a valid combinatorial
mesh if all pairs of hexahedra are compatible: their intersection
must be a shared combinatorial face (i.e. one of their 8 vertices,
12 edges, or 6 quadrangular facets) or be empty. Each quadran-
gle is also required to either be on the boundary (i.e. in exactly
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one hexahedron), or in the interior of the mesh (i.e. in exactly two
hexahedra).

4.1.1 Backtrack search algorithm

Given ∂H, a combinatorial quad-mesh of a sphere or a handlebody,
Hmax a maximum number of hexahedra, and Vmax a maximum
number of vertices, our algorithm lists all combinatorial hexahedral
meshes H such that:

• the boundary of H is ∂H,

• the number of hexahedra |H| is at most Hmax,

• the total number of vertices in H is at most Vmax.

This problem we are solving has similarities with problems com-
monly encountered in constraint programming : (i) efficiently filter-
ing a large set of potential solutions and (ii) managing solutions hav-
ing multiple equivalent representations. Our implementation adopts
concepts and strategies from this field. For a more general study of
these problems, we refer the reader to Rossi et al. [2006].

The hexahedra are built one at a time by choosing a sequence
of 8 vertices. At each step, all possible candidates for one of the 8
vertices are considered and the algorithm branches for each possi-
bility. Each branch corresponds to the addition of a vertex to the
current hexahedron. When a complete solution is determined, or
when the search fails (no available candidates to complete a hex-
ahedron), the algorithm backtracks to the previous choice. This
process is repeated until all possibilities have been explored. Algo-
rithm 1 corresponds to the exploration of a search tree (Figure 20)
where each branching node represents the choice of a vertex, and
the leaves represent either solutions or failure points where the al-
gorithm backtracks. The search tree has an exponential size in the
maximum number of hexahedra in a solution. This high complexity
is managed by pruning branches that cannot contain a solution and
by using efficient implementations of all performed operations.
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Figure 20: Searching all quadrilateral meshes of a polygon with up
to one interior point. The search tree leaves are either valid solu-
tions, or correspond to detected failure points where Algorithm 1
backtracks.

4.1.2 Search-space Reduction Strategies

In this section, we describe the key points of our implementation of
Algorithm 1, all of which aim at reducing the search space explored
by the algorithm:

• the order in which the hexahedra are constructed is crucial —
we use an advancing-front strategy and start the construction
of hexahedra from the boundary;

• an efficient filtering algorithm that eliminates candidate ver-
tices that would create incompatible combinatorial hexahedra
in the solution;
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Algorithm 1 Recursive enumeration of the hexahedral meshes of
the interior of ∂H.
Input: ∂H, the boundary; S, a partial solution; C = (C1, . . . , C8),
the sets of candidate vertices for the current hexahedron.

def search (∂H, S,C):
if the boundary of S is ∂H:

Print solution S
else if |S| = Hmax:

Backtrack
else:
C ← filter-candidates(∂H, S,C)
if |C1| = · · · = |C8| = 1:
S′ ← S ∪ {(v1, v2, v3, v4, v5, v6, v7, v8)}
search (∂H, S′, initialize-candidates(S′))

else if mini∈{1,...,8} |Ci| = 0:
Backtrack

else:
i← pick-hex-vertex(C)
for each v ∈ Ci:
C ′ ← C
C ′
i ← {v}

search(∂H, S,C ′)

• a method to manage the high number of symmetries of this
problem, i.e. different representations of the same meshes;

• the order in which the current hexahedron vertices are se-
lected;

• a strategy to use topological invariants in order to filter out
branches that do not contain any suitable solutions.

Advancing-front construction. While the hexahedra of a
combinatorial mesh can be arbitrarily reordered, constructing them
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Figure 21: Each new element must share a face with the front of
boundary faces (red).

in a specific order makes the algorithm significantly faster. We use a
classical advancing front generation strategy and require the hexahe-
dron under construction to share a face with a front of quadrangles.
There are then only four vertices needed to complete a hexahedron.
The quadrangle front is constituted of the interior facets that are in
only one hexahedron, or of boundary facets that are in no hexahe-
dra. At the root of the search tree, it is set to be the boundary ∂H.
An interior facet is added to the front after its first appearance in
the mesh. The facet is removed from the front when it is added to
the partial solution. When the front becomes empty, the boundary
of the solution matches the input (Figure 21).

Filtering out candidate vertices. For each of the eight ver-
tices of the hexahedron under construction, we store a set of candi-
date vertices that could be part of the solution. Some of these ver-
tices would make the current hexahedron incompatible with some
already existing hexahedra. Therefore when initiating the construc-
tion of a hexahedron, or when adding a vertex to a hexahedron,
vertices that cannot be added without creating incompatibilities be-
tween the current hexahedron and the already built hexahedra are
filtered out. The following rules are used to eliminate candidates:

• the sets of edges, quadrangle diagonals, and interior diagonal
of hexahedra are disjoint;

• no two hexahedra may share an interior diagonal;
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Figure 22: Two of the 4! ways to label the 4 interior vertices of this
mesh.

• if one facet diagonal matches an existing quadrangle diagonal,
so must the second one;

• all eight vertices must be different.

To enforce these rules, our implementation tracks three sets of
vertices for each vertex v: the sets of vertices u such that (u, v) is an
edge, the diagonal of a quadrangle, or the diagonal of a hexahedron.
These sets are updated whenever a new hexahedron is created.

Because the execution time of the search algorithm blows up as
the number of vertices increases, the number of vertices each set
contains is always small, making them good candidates for being
represented as bit-sets.

Symmetry breaking. Combinatorial meshes are characterized
by their large number of symmetries, a major challenge when oper-
ating on combinatorial hexahedral meshes. Indeed, a combinatorial
hexahedral mesh has many equivalent representations:

1. interior vertices can be relabelled (Figure 22) — for boundary
vertices, the algorithm uses the same labels as the input;

2. the hexahedra of the solution can be constructed in a different
order (Figure 23);

3. for a given hexahedron, written as an ordered sequence of 8
vertices, there are 1, 680 = 8!/24 ways to reorder these vertices
while leaving then hexahedron unchanged (Figure 24).

49



4. Searching for Combinatorial Meshes

Algorithm 2 Compute the sets candidate vertices
Input: S, a set of hexahedra.
Output: C = (C1, . . . , C8), the sets of candidate vertices for the
next hexahedron.

def initialize-candidates(S):
Let (v1, v2, v3, v4) be some quadrangle that needs to
occur in the mesh.
for each i ∈ {1, . . . , 4}:
Ci ← {vi}

for each i ∈ {1, . . . , 4}:
C4+i ← {0, 1, . . . , Vmax − 1} \ {v1, v2, v3, v4}
\interior-diagonals(vi)

for each j ∈ {1, . . . , 4}:
if i ̸= j:
C4+i ← C4+i \
interior-diagonals(vj) \ edges(vj)

if i = j + 2 mod 4:
C4+i ← C4+i \ quad-diagonals(vj)

return (C1, . . . , C8)
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Figure 23: The 3! different ways to number the elements of a 3-
element mesh.
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Figure 24: Two combinatorially equivalent hexahedra.

The advancing front strategy defines the order in which the so-
lution hexahedra are constructed (symmetry 2). This also uniquely
determines the order of vertices in a hexahedron (symmetry 3). To
prevent the relabelling of interior vertices (symmetry 1), we add
value precedence constraints to our problem. A solution H found
by the algorithm can be written as an array of 8|H| integers, writ-
ing down the vertices of each hexahedron in the order in which they
were constructed by the algorithm. In an array, x precedes y when
the first occurrence of x is before the first occurrence of y. Enforcing
a total precedence order on interior vertices, we guarantee that only
one of their permutations is a solution.

Using topological properties during the search. The meshes
that we are searching for, in addition to being valid combinatorial
meshes, need to be meshes of the interior of the input surface. This
implies topological requirements that must be met by any solution.
These requirements are used not only to filter out branches of the
search tree that do not contain any valid meshes, but also to reject
combinatorial meshes of different 3-manifolds with the same bound-
ary. Only topological invariants that can efficiently be computed are
considered during the search, since no efficient algorithms to recog-
nize 3-manifolds are known, even for the 3-sphere [Schleimer, 2011].

At any point, the partial mesh is maintained to be oriented :
every quadrangle that appears in two hexahedra must have an op-
posite orientation in each of them. Whenever one of the faces of the
hexahedron under construction is identified with an existing quad-
rangle because they share a diagonal, the other two vertices are
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4. Searching for Combinatorial Meshes

Figure 25: (left) A null-homologous 1-cycle in a quad-mesh, bound-
ing 3 quadrangles; (right) a cycle which is not null-homologous,
because it surrounds a hole within the mesh.

selected so that the two quadrangles have opposite orientation.
Meshes of a topological ball, or any hexahedral mesh that could

be used as a subset of a mesh of the ball, have a bipartite graph
[Eppstein, 1999a]. Let A and B be the two parts of the partition.
The sets of candidate vertices are reduced so that edges between two
elements of A or of B are never created. The partition is computed
initially based on the input quadrangulation, and updated every
time a hexahedron is added to the partial mesh.

The last topological property that we use is related to homology
groups, in particular those computed over Z2. A detailed introduc-
tion to homology computations can be found in [Hatcher, 2002]. We
define a k-chain as a set of elements of dimension k — a 1-chain is
a set of edges, a 2-chain a set of quadrangles, and a 3-chain a set
of hexahedra. The boundary of a k-chain C is the (k − 1)-chain
∂C whose elements are the faces contained in an odd number of
elements of C. A k-chain whose boundary is empty is referred to as
a cycle. A k-cycle which is the boundary of a (k+1)-chain is called
null-homologous (Figure 25).

For the domains that we consider, all 2-cycles are null-homologous.
Since hexahedra have an even number of faces, any set of hexahe-
dra is bounded by an even number of quadrangles. Therefore, if a

52



4.1. Enumerating combinatorial hexahedral meshes

100

101

102

103

104

1 2 4 8 16 32 64 128

T
im

e
[s

]

# Threads

Parallel enumeration of hexahedral meshes

Octagonal spindle (Vmax = 33)

Schneiders’ pyramid (Vmax = 30)

Ideal scaling

Figure 26: Time to explore a search tree in parallel on a machine
with two AMD EPYC 7551 CPUs (32 cores each, 2 threads per
core). Using 64 threads, the speed-up is of 48 for Schneiders’ pyra-
mid and 52 for the octagonal spindle.

2-cycle containing an odd number of quadrangles is ever created,
the search can backtrack, as it will never be possible to create a set
of hexahedra bounded by this cycle. We therefore compute a basis
for the space of 2-cycles using Gaussian elimination, and verify that
every element of the basis contains an even number of quadrangles.

The utility and correctness of these tests were verified by testing
the implementation using different filtering rules, and analyzing the
topology of the output meshes using Regina [Burton et al., 2023], a
standard piece of software to analyze low-dimensional manifolds.
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4.1.3 Parallel Search

The exploration of a search tree can be parallelized in a natural
way by exploring different subtrees in parallel, making the algo-
rithm much faster on parallel architectures (Figure 26). We use
an approach similar to the embarrassingly parallel search of [Régin
et al., 2013]. The main challenge to overcome is that some subtrees
are multiple orders of magnitude larger than other ones without any
possibility to determine which ones ahead of time.

We solve this issue by attributing many subtrees to each worker
thread, so that all threads must on average perform the same amount
of work. At the start of the search, the tree is explored in a breadth-
first manner until a layer with at least kT subproblems is reached,
where T is the number of threads and k a constant to control the
amount of work per thread (we used k = 4096). The nodes of this
layer are then explored in parallel by independent worker threads
using Algorithm 1.

4.1.4 Lower Bounds for Hex-Meshing Problems

Using Algorithm 1, we computed lower bounds for the number of
vertices and hexahedra required to mesh Schneiders’ pyramid and
the octagonal spindle (Figure 19). The algorithm is run multiple
times, and we increment either Vmax or Hmax between each run. At
each step, we verify that no solution was found by the algorithm.
The time required to compute these bounds increases exponentially
as the bounds become tighter (Figure 27).

The following bounds were proven in this manner:

1. Any hexahedral mesh of Schneiders’ pyramid has at least 18
interior vertices and 17 hexahedra.

2. Any hexahedral mesh of the octagonal spindle has at least 29
interior vertices and 21 hexahedra.
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Figure 27: The time to prove lower bounds for the number of interior
vertices Vint and the number of hexahedra H required to mesh a
polyhedron increases exponentially. This is due to the exponential
size of the search tree explored by the algorithm.

4.2 Simplifying Hexahedral Meshes

The algorithm described in the previous section can be used to find
the smallest hexahedral mesh with a given boundary. In this section,
we use this algorithm to improve upper bounds for meshing prob-
lems by locally simplifying an input mesh with the desired bound-
ary. By simplification we mean decreasing the number of hexahedra
(Figure 28). The realized operations may be viewed as a generalized
form of cube flips [Bern et al., 2002] that substitute a set of hex-
ahedra by another set without changing their boundary. However,
instead of a finite set of transformations, the algorithm introduced
in this section automatically determines them at execution time.

Globally minimizing the number of hexahedra in the mesh is a
computationally demanding task. Our algorithm therefore selects a
small subset of the mesh, or cavity, and focuses on modifying the
connectivity of the mesh only within this cavity. Our hexahedral
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4. Searching for Combinatorial Meshes

Figure 28: The number of elements in a mesh can be reduced by
operating locally on a cavity.

mesh simplification algorithm is based on Algorithm 1. From a
geometric hexahedral mesh it outputs a geometric hexahedral mesh
whose boundary is strictly identical and which has fewer elements.

The mesh simplification procedure has three main steps:

• the selection of a cavity, the group of hexahedra to simplify,
C;

• finding the smallest hexahedral mesh Cmin compatible with the
cavity boundary ∂C and replacing the cavity with this smaller
mesh;

• untangling the hexahedra to determine valid coordinates for
the mesh vertices.

4.2.1 Cavity Selection

The cavity selection algorithm is a greedy algorithm that starts
from a random element of the input hexahedral mesh (Algorithm 3).
When the target size, in terms of number of hexahedra, is reached,
this process stops. The choice of a target cavity size is a trade-
off between the cost of finding the hexahedral meshes of the cavity
and the likelihood that the mesh can be simplified by remeshing
the cavity. Cavities with many hexahedra are more likely to ac-
cept smaller meshes, but the cost of finding the smallest hexahedral
mesh Cmin increases exponentially with the number of hexahedra in
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4.2. Simplifying Hexahedral Meshes

Figure 29: Replacing the cavity with a valid mesh sharing the same
boundary still produces an invalid mesh by creating two quadrangles
sharing two edges.

the cavity. In practice, we start by considering relatively small cav-
ities containing up to 10 hexahedra, and increase this limit when
no improvement is possible. We require the cavity to contain at
least 4 interior vertices. Indeed, when there are no interior vertices
(e.g. with a stack of hexahedra), it is not possible to remove any
hexahedra. As the number of interior vertices increases, so does the
likelihood that the cavity can be simplified.

4.2.2 Cavity Remeshing

To find a smaller mesh of the boundary of a cavity C, we first solve
the combinatorial problem, i.e. we find the smallest combinatorial
hexahedral mesh of ∂C, and then solve the geometric problem of
finding valid coordinates for the modified mesh vertices.
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4. Searching for Combinatorial Meshes

Algorithm 3 Recursive enumeration of the hexahedral meshes of
the interior of ∂H.
Input: H, the mesh; n, the size of the cavity.
Output: A cavity C of up to n elements.

def select-cavity (H,n):
h← a random element of H
C ← {h}
while |C| < n:
h← a random element of H \ C sharing

a facet with a hexahedron in C
C ← C ∪ {h}

return C

The combinatorial problem of finding the smallest mesh of ∂C is
a direct application of Algorithm 1 which enumerates all combinato-
rial meshes of a given surface. The maximum number of hexahedra
Hmax of the solution is set to a smaller value than |C|. Changing
the parity of a hexahedral mesh is known to be a difficult operation
[Schwartz and Ziegler, 2004], so we set Hmax to |C|− 2. We also set
the limit to the number of interior vertices Vmax to one less than
the number of interior vertices in C to accelerate the search.

There is a subtle but important difference between meshing a
cavity in an existing mesh and meshing a stand-alone polyhedron:
the hexahedra inside the cavity must be compatible with the other
elements of the input mesh. An example where new elements from
a cavity are not compatible with elements adjacent to the cavity is
given in Figure 29. A 3-element cavity is replaced by 2 quadrangles,
but one of these two quadrangles shares two edges with an existing
element, which is an invalid configuration. To guarantee that the
algorithm does not break the mesh validity, the data structures
used to filter out inadequate vertex candidates (Section 4.1.2) are
modified to take into account the hexahedra that are not part of
the cavity.
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4.2. Simplifying Hexahedral Meshes

Figure 30: A valid change to the connectivity of the mesh can create
a geometrically invalid mesh, which then requires the vertices to be
moved.

4.2.3 Untangling

The previous step of the algorithm found a new connectivity for
the mesh. The simplified mesh obtained by using this result is not
valid in general because the interiors of hexahedra may intersect
(Figure 30). To obtain a valid geometric mesh we use the untan-
gling algorithm described by Toulorge et al. [2013]. The vertices are
iteratively moved until all hexahedra in the mesh are valid. If the
untangling fails, connectivity changes are undone. The validity of
the final mesh is evaluated with the method proposed by Johnen
et al. [2017].
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Chapter 5

Flipping Towards
Hexahedral Meshes

In Chapter 4, we introduced an algorithm to compute topological
hexahedral meshes with a given boundary. This algorithm was used
to improve topological meshes by operating on small cavities. On
its own, this search method is not fast enough to compute solutions
for cases where no good topological solution is available except if a
very small solution exists (fewer than around 15 internal vertices).

To address this limitation, we introduce a faster search algo-
rithm that only searches the space of so-called shellable meshes.
The algorithm is based on quad flips, a set of operations to modify
quadrilateral meshes and whose application can be interpreted as
the construction of a hexahedron. Given a quadrangulated sphere
Q, a hexahedral mesh bounded by Q is built by exploring the space
of flipping operations that can be applied to Q. A solution is then
obtained by finding a sequence of operations that transforms Q into
the boundary of a cube (Section 5.1). When this search space is too
large, the algorithm instead searches for a sequence of operations
transforming Q into the boundary of any mesh within a library of
pre-computed hexahedral meshes (Section 5.2).

This algorithm is used to construct combinatorial hexahedral
meshes for all 54, 943 quadrangulations of the sphere with up to 20
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quadrangles and which admit a hexahedral mesh. The computed
hexahedral meshes contain at most 72 hexahedra.

The last contribution in this chapter is to significantly lower the
upper bound on the number of hexahedra needed to mesh arbitrary
domains. The construction of Erickson [2014] is made fully explicit
by computing hexahedral meshes for its two quadrangulated tem-
plates. This proves that an arbitrary ball bounded by n quadrangles
can be meshed using only 78 n hexahedra.

5.1 Finding Combinatorial Meshes Using
Quad Flips

5.1.1 Overview

Given a quadrangulation of the sphere Q, we describe an algorithm
to enumerate all hexahedral meshes bounded by Q and which can be
constructed using quad flips (Algorithm 4). To force the algorithm
to terminate, the search is limited to meshes with a maximum of
Hmax hexahedra and a maximum Vmax of vertices. In Section 5.2,
we then extend the approach to search for hexahedral meshes that
are prohibitively large for an exhaustive search of this kind.

The algorithm detailed in this section does not search the en-
tire space of hexahedral meshes, but only the space of so-called
shellable meshes, which can be explored efficiently using quad flips
(Section 5.1.2). This space is explored in its entirety by considering
all possible sequences of quad flips that correspond to valid hexa-
hedral meshes (Section 5.1.3). Because many different sequences of
flipping operations represent the same mesh, most of this section fo-
cuses on how to account for the symmetries of the input quadrangu-
lation, in order to avoid generating different sequences of quad flips
corresponding to isomorphic hexahedral meshes (Section 5.1.4).
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Algorithm 4 Enumerate shellable hexahedral meshes
def search(Q,H,Hmax, Vmax) :

if Hmax = |H|: return
else if visited-symmetric-counterpart(H):

return (Section 5.1.4)
else if Q ≈ a cube:
h← the hexahedron bounded by Q (Section 5.1.3)
if is-compatible(H,h): output-solution(H ∪ {h})

for each quad flip F :
(Q′, h)← perform-flip (F,Q) (Section 5.1.3)
if num-vertices(H ∪ {h}) > Vmax: continue
if is-compatible(H,h):
search(Q′, H ∪ {h}, Hmax, Vmax)

Figure 31: (top) a shelling of a quadrangulation; (bottom) not a
shelling because a hole is present after inserting the first four quad-
rangles.
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5.1.2 Shellability and Quad Flips

Our method only considers a specific class of meshes: shellable hex-
ahedral meshes. Shellability is an important and useful combinato-
rial concept in the study of polytopes and cell complexes [Ziegler,
1995]. Slightly different notions of shellability are found in the
literature. We use that of pseudo-shellings [Bern et al., 2002] or
topology-preserving shellings [Müller-Hannemann, 1999]. This type
of shelling is an ordering of the hexahedra (H1, H2, . . . ,Hn) of a
hexahedral mesh such that any prefix

⋃
0≤i<k Hi is homeomorphic

to a ball (Figure 31).
This definition implies that any hexahedron Hk must intersect

the union of the previous hexahedra in one of six possible patterns.
Gluing a hexahedron to one of these patterns modifies the boundary
of the mesh locally (Figure 32). The transitions between these pat-
terns are known as quad flips or bubble moves [Funar, 1999]. These
flipping operations are therefore a valuable building block to explore
the space of shellable meshes.

Note that not all combinatorial meshes admit a shelling order
(Figure 33) [Lutz, 2003]. Hence, by relying on these flipping opera-
tions to build hexahedral meshes, our method is inherently unable
to construct certain meshes. Nonetheless, we can guarantee that a
solution still exists: all quadrangulations of the sphere with an even
number of quadrangles admit a shellable hexahedral mesh [Bern
et al., 2002].

5.1.3 Identifying and Performing Flips

For each quadrangulation Q visited during the search, all possible
quad flips need to be identified. Each flip corresponds to a differ-
ent hexahedron that can be inserted in the mesh. The algorithm
successively tries adding all of them to the current mesh. Because
flips are performed by starting from the target boundary, the hexa-
hedra that are constructed during this process form the reverse of a
shelling order. Müller-Hannemann [1999] construct the hexahedra
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in the same order, but our method, instead of only considering one
mesh, explores the entire tree of possible sequences of quad flips.

The identification of all possible flips is split into two steps:
first, the boundary Q is inspected to identify all occurrences of the
6 patterns from Figure 32. Second, those flips that correspond to
the insertion of hexahedra that would make the mesh invalid are
filtered out.

The hexahedron inserted by performing a flip is obtained by
computing the union of the pattern before and after the flip. To
determine whether or not this hexahedron is compatible with the
mesh constructed so far, an efficient test is devised by considering
three relations between the vertices of the mesh:

1. E, the edges of the mesh;

2. DQ, the diagonals of the quadrangles in the mesh;

3. DH , the interior diagonals of the hexahedra in the mesh.

These relations are disjoint in any combinatorial hexahedral
mesh. For example, if a pair (u, v) is an edge, it is not the di-
agonal of any quadrangles or hexahedra. This leads to an efficient
implementation of the test: simply maintain the three sets E, DQ,
and DH , represented as bitsets, and verify that, after adding a new
hexahedron:

1. the three sets E, DQ, and DH remain disjoint;

2. the new quadrangles in the hexahedron share no diagonals
with any other quadrangle in the mesh;

3. none of the four interior diagonals of the new hexahedron are
an interior diagonal of some other hexahedron.

It is easy to verify that when any two hexahedra share only a
vertex, an edge, or a quadrangle, these conditions are met. To verify
their sufficiency, consider two hexahedra with an invalid intersection
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Figure 32: Equivalence between quad flips and hex creation. Adding
one hexahedron glued to the red quadrangles (top row), modifies
locally the quads and results in the grey quadrangles (bottom row).
This operation is the key idea of the algorithm to search shellable
meshes.
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pattern. If an interior diagonal of one hexahedron is contained in
the other hexahedron, one of the rules is always violated: rule 3 is
violated if it is also an interior diagonal of the second hexahedron,
and rule 1 is violated if it is an edge or the diagonal of a quadrangle.
The only remaining cases to consider are those where the shared
vertices are part of two distinct quadrangles. In all of those cases,
the diagonal of one of those quadrangles appears in the other one.
If it appears as an edge, rule 1 is violated; if not, both quadrangles
have a shared diagonal, violating rule 2.

The insertion of the last hexahedron requires special treatment.
This step does not correspond to a quad flip: when the boundary
of the unmeshed region is isomorphic to the boundary of a cube, a
hexahedron is inserted to finish the mesh. Detecting whether or not
the current boundary corresponds to that of the cube is straightfor-
ward: simply verify that the boundary has exactly 6 faces.

5.1.4 Symmetry

There are many distinct sequences of quad flips which represent
identical hexahedral meshes. It is thus important to only consider a
single representation for each hexahedral mesh constructed during
the search, lest most of the computation time be spent generating
different representations of equivalent solutions.

One technique commonly used to deal with this type of issue
is to define a canonical representation for objects under construc-
tions, so that all those that belong to a given isomorphism class are
transformed into the same representative element [Burton, 2011;
Brinkmann and McKay, 2007]. A significant portion of the execu-
tion time is then spent computing the canonical representations of
partial solutions, which may completely change after every oper-
ation [Jordan et al., 2018]. The symmetry breaking method used
within our algorithm instead compares partial solutions directly,
and exploits the tree-shaped structure of the search in order to reuse
results from previous computations.

The strategy described in this section is based on Symmetry
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Figure 33: Vertex-minimal example of a non-shellable tetrahedral
mesh of the 3-ball, computed by Lutz.
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Breaking via Dominance Detection (SBDD) [Fahle et al., 2001].
Consider the search tree explored by the algorithm: its nodes are
partial meshes constructed during the search, and edges correspond
to the insertion of new hexahedra through quad flips. The objective
is to prune from this search tree nodes that correspond to meshes
that have already been explored (up to symmetry). This is accom-
plished using the following steps:

1. first, the automorphism group of the input quadrangulation
is pre-computed;

2. then, as the search tree is traversed, fully explored subtrees
are encoded into a sequence S;

3. for each new node, we determine whether or not it should be
pruned by comparing it against the nodes stored in S.

5.1.4.1 Computing the Automorphism Group

Given a quadrangulation Q, we compute the set of its symmetries,
known as its automorphism group. A permutation σ of the vertices
of Q is a symmetry if it preserves the set of quadrangles: for any
quadrangle (a, b, c, d) of Q, its image (σ(a), σ(b), σ(c), σ(d)) is also
quadrangle of Q, and every quadrangle (a, b, c, d) is the image of a
quadrangle (σ−1(a), σ−1(b), σ−1(c), σ−1(d)). Note that the orienta-
tions of the quadrangles may be reversed by σ.

Symmetries are computed one at a time, by fixing some quad-
rangle qA ∈ Q and assuming that its image under a symmetry σ is
known to be qB ∈ Q. There are 8 different ways to map the vertices
of qA onto the vertices of qB, corresponding to the 8 symmetries of
a quadrangle. The entire permutation σ is uniquely determined by
this part of the map (Figure 34): the quadrangles adjacent to qA
must be the images of the quadrangles adjacent to qB under σ, and
the quadrangles adjacent to those must also be images of each other,
and so on, until the whole quadrangulation has been traversed (Al-
gorithm 5). This process is well-defined because each edge is in at
most two quadrangles.
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Figure 34: Computation of a symmetry. Starting from the assump-
tion that a quadrangle is the image of some other quadrangle, the
mesh is traversed while computing the correspondence between all
other vertices.
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Algorithm 5 Computes one symmetry from an initial assumption
Input: Q: A quadrangulation of the sphere; a quadrangle q0 ∈ Q;
(x, y, z, w), the image of q0
Output: The symmetry σ that maps q0 to (x, y, z, w)

def compute-symmetry(Q, q0, (x, y, z, w)) :
Initialize σ, mapping q0 to (x, y, z, w)
Initialize a queue with the 4 edges of q0
visitedA ← {q0}
visitedB ← {(x, y, z, w)}
seen← {q0}
while the queue is not empty:

Dequeue an edge (a, b)
q ← the quadrangle containing (a, b)

and not in visitedA
q′ ← the quadrangle containing σ(a, b)

and not in visitedB

for each vertex v in q:
v′ ← the corresponding vertex in q′

if σ(v) and σ−1(v′) are undefined:
σ(v)← v′ (Extend the map σ)
σ−1(v′)← v

else if σ(v) ̸= v′ or σ−1(v′) ̸= v:
fail (Stop upon contradiction)

for each edge e of q:
o← the quadrangle on the other side of e
if o has not been seen before:
seen← seen ∪ {o}
Enqueue e

visitedA ← visitedA ∪ {q}
visitedB ← visitedB ∪ {q′}

return σ
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The entire set of symmetries is computed by considering all 8|Q|
possible ways to map an arbitrary quadrangle qA to any other quad-
rangle of Q. If an assumption is correct, a symmetry σ is obtained;
if not, a contradiction will be reached when trying to construct the
symmetry (two vertices mapping onto the same target vertex, or a
single vertex with two images under σ). Because qA must be the im-
age of some quadrangle under any symmetry σ, this process yields
the entire automorphism group.

In the worst case, the entire automorphism group is determined
in O(|Q|2) operations. In practice, this quadratic time algorithm
outperforms more complex linear time algorithms designed for pla-
nar graph isomorphism [Eppstein, 1999b; Colbourn and Booth, 1981]
when applied to small quadrangulations, thanks to well-tuned heuris-
tics. In particular, our implementation stops the algorithm as soon
as two vertices of different degree are mapped onto one another by
the permutation under construction [Brinkmann and McKay, 2007].

Moreover, because this method does not use the planarity of the
graph, it is also more general. The only requirement is that the
input be a pseudomanifold : a combinatorial cell complex in which
every facet is contained in at most two distinct cells. Indeed, a
variant of this method will be used to compare hexahedral meshes
in section 5.1.4.3, by having quadrangles take over the role of edges
in Algorithm 5.

5.1.4.2 Encoding the Search Tree

An efficient traversal of the search tree requires the search to stop as
soon as the mesh under construction is the symmetric counterpart
of a mesh that has previously been constructed. In the previous
section, the set of symmetries that need to be considered was deter-
mined. This section now focuses on efficiently encoding the set of
hexahedral meshes that have been constructed during the search.

Of course, the search tree is exponentially large, making it im-
possible to store every single mesh that is constructed during the
search. Instead, SBDD only stores information about the roots of
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Figure 35: A partially explored search tree and the sequence used to
compare the current node (in white) against the previously explored
part of the tree. No-goods are shown in red, and partially explored
subtrees in blue.

maximal fully explored subtrees, known as no-goods [Gent et al.,
2006]. The current node should then be pruned if and only if the
mesh under construction is the symmetric counterpart of one of the
children of one of the no-goods. Note that a no-good is referred as
such even if some of its children are solutions, since it is not desirable
to compute the symmetric counterparts of those solutions.

No-goods can be stored efficiently thanks to the structure of the
search tree. Recall that each node within the search tree corresponds
to a partial hexahedral mesh, and each edge corresponds to the
insertion of a hexahedron. Nodes with a common ancestor in the
tree then share a common set of hexahedra as a prefix, and this
prefix only needs to be stored once (Figure 35). Upon visiting a
new node, the most recently added hexahedron is inserted in the
sequence, followed by a special branching symbol, indicating that
the rest of the sequence will encode the children of this node. Upon
backtracking, everything up to and including the last branching
symbol of the sequence is removed.
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5.1.4.3 Dominance Detection and Pruning

The last part of our symmetry breaking method is the test used
to prune nodes of the search tree that do not need to be explored
because any solution that could be found by doing so has already
been found. These nodes are said to be dominated by one of the
no-goods, i.e. they are the symmetric counterpart of one of the
children of one of the nodes that have been previously explored and
stored in the sequence shown in Figure 35.

Since the search involves exploring exponentially many nodes,
this dominance test must be implemented without explicitly com-
paring the current node against all previously explored nodes. In-
stead, this test is broken down into two steps: first find a no-good
such that all its hexahedra are contained in the current partial solu-
tion, then determine if the hexahedra that are in the partial solution
but missing from the no-good could be inserted using flipping oper-
ations. The sequence S constructed in the previous section is very
valuable for this: not only does it save space by factoring out a
common prefix, but it also saves time by allowing this prefix to be
processed only once.

Let H be the current partial solution. The first step is to search
within S for a partial mesh whose hexahedra are a subset of H (Al-
gorithm 6). The process to find such a partial mesh is similar to the
algorithm used to compute the automorphism group initially (Sec-
tion 5.1.4.1). The goal is to construct σ, which maps the vertices
of some partial mesh encoded in S to vertices of the current solu-
tion H, such that all hexahedra in the no-good are preserved by the
map σ. The construction of σ again begins from an initial assump-
tion, namely that the images of all boundary vertices through σ
are known. Because boundary quadrangles must be preserved by σ,
the set of possible initial assumptions is precisely the automorphism
group that was previously computed.

Algorithm 6 is executed once for each element of the automor-
phism group and consists in a traversal of S during which the map
σ is extended. The process ends either upon finding a partial mesh
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Algorithm 6 Determine whether or not a partial mesh contains
the symmetric counterpart of a previously visited node
Input: S: an encoding of the part of the search tree explored so
far (Figure 35); H: a partial mesh; σ: a symmetry of the target
boundary.
Output: true if H contains the symmetric counterparts of all the
hexahedra of a fully explored subtree encoded in S

def contains-no-good(S,H, σ):
seen← ∅
for each hexahedron h ∈ S:
success← true
q ← a quadrangle of h whose image through σ is known
q′ ← σ(q)
h′ ← a hexahedron in H containing q′ and not in seen

if there is such a hexahedron h′:
(σold, σ

−1
old)← (σ, σ−1)

for each vertex v of the quadrangle of h opposite to q:
v′ ← the corresponding vertex in h′

if σ(v) and σ−1(v′) are undefined:
σ(v)← v′ (Extend the map σ)
σ−1(v′)← v

else if σ(v) ̸= v′ or σ−1(v′) ̸= v:
success← false
break (Stop upon contradiction)

if success:
seen← seen ∪ {h′}

else:
(σ, σ−1)← (σold, σ

−1
old)

else:
success← false

if the symbol after h in S is the branching symbol:
(All subsequent no-goods contain h.
The search is aborted if its symmetric
counterpart is not present.)
if success is false: return false

else if success:
return true (no-good contained in H)

return false
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contained in H or upon reaching a contradiction. For each hexahe-
dron h found in S, we attempt to extend σ such that h maps to some
hexahedron of the current solution H. Each hexahedron created by
a quad flip shares at least one quadrangle with the boundary or with
a previously created hexahedron. Because of this, each hexahedron
in S has at least one quadrangle whose symmetric counterpart is
known. It is therefore possible to search for the hexahedron h′

within the current solution H that contains this quadrangle (and
has not already been determined to be the symmetric counterpart
of another hexahedron).

Clearly, containing all hexahedra from some no-good is a re-
quirement for a node being dominated – all children of the no-good
share this common prefix. There could still be cases where none
of the children of this no-good contain all the hexahedra that are
in the current node. In other words, it may be impossible to find
a sequence of quad flips which inserts the missing hexahedra when
starting from the no-good. Testing for the existence of such a se-
quence may appear intractable at first, because shellability is an
NP-complete property [Goaoc et al., 2018]. Thankfully, a correct
test only needs not to produce any false positives, since false posi-
tives are the only reason a part of the search tree would incorrectly
get pruned, causing solutions to be missed. Furthermore, because
shellable meshes tend to accept many different shelling orders, there
is a straightforward algorithm meeting this requirement and which
very often computes the correct result: try a small number of per-
mutations (say 10), then give up if no reverse shelling order was
found (Algorithm 7).

5.2 Finding Larger Solutions using
Pre-Computed Meshes

The exhaustive search described in the previous section can only
be used with small limits on the maximum number of hexahedra,
because of its exponential execution time. In many cases, finding
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Algorithm 7 Determine whether or not a sequence of quad flips
can create a given set of hexahedra
Input: Q: a quadrangulation of the sphere; H: a set of hexahedra;
M : maximum number of permutations to test.
Output: true if a sequence of quad flips was found.

def try-reverse-shell(Q,H,M):
if H = ∅: return true
for each h ∈ H:

if h can be added by performing a quad flip
or Q is a cube:
Q′ ← the boundary after removing h
if try-reverse-shell(Q′, H \ {h},M):

return true
else:

Increment the number of tested permutations

if M permutations or more have been tested:
return false

return true

a complete shelling by searching exhaustively is too difficult: the
sequence of flips to construct the smallest solution is too long, and
the search tree contains many paths which transform the initial
boundary into one which is more difficult to mesh, instead of being
closer to a solution.

Instead of searching for a sequence of quad flips that transforms
the initial boundary Q into a cube, the key idea for solving larger
cases is to stop the algorithm when a known configuration is found
(Figure 36). For that purpose, we compute all boundaries that can
be shelled with at most n hexahedra (say n ≤ 11). Using a list of
all such boundaries and one of their shellings (Section 5.2.1), this
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5. Flipping Towards Hexahedral Meshes

Figure 36: By precomputing quad meshes with up to three quad-
rangles (right), a search for all shellables meshes of an input polygon
(left) can end three steps earlier. This idea generalizes to shellable
hexahedral meshes.

variant of the algorithm can efficiently look up boundaries in the list
during the search. This allows complete solutions to be constructed
from any sequence of flips leading to any of the boundaries in the
pre-computed set.

5.2.1 Computing Small Shellable Meshes

Consider the flip graph for quadrangulations of the sphere: its nodes
represent quadrangulations of the sphere, and arcs between these
nodes represent a flip between two quadrangulations. A breadth-
first traversal of this graph starting from the cube and stopped at
depth n generates all quadrangulations that can be obtained using
a sequence of up to n flips. To deal with cycles in this graph, previ-
ously visited quadrangulations are stored in a hash table. The hash
value for quadrangulations is constructed from a signature based on
the valence of vertices, and the isomorphism test for two quadran-
gulations is performed using a variation on Algorithm 5 where the
two starting quadrangles are part of different quadrangulations.

The signature used by our algorithm is a histogram of the va-
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Algorithm 8 Generate small shellable hexahedral meshes
Input: n: maximum size for the generated hexahedral meshes
Output: H: a set of hexahedral shellings with up to n hexahedra
in each mesh.

def generate-shellings(n):
S ← ∅
H ← ∅
Q← new-queue()
enqueue(Q, Cube)
while Q is not empty:
H ← dequeue(Q)
H ← H∪ {H}
for each quad flip F :
(B, h)← perform-flip (F, ∂H)
if is-compatible(H,h) ∧B ̸∈ S:
S ← S ∪ {B}
enqueue(Q,H ∪ {h})

return H

lences of each vertex, followed by the number of edges connecting
vertices of valence va and valence vb, for any va and vb where this
number is non-zero. While this choice of signature causes collisions,
it can be computed quickly and new entries can be inserted without
necessarily needing a slower computation to find a unique canonical
representation.

Not all quadrangulations generated in this breadth first search
admit a shelling with up to n hexahedra: interpreting the flips per-
formed during the traversal of the graph as the insertion of hexa-
hedra, these hexahedra may not all be compatible. By explicitly
testing for compatibility while performing the breadth first search
(Algorithm 8), we obtain a greedy construction similar to the pro-
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Hmax # quad meshes timing
1 1 < 0.1 s
2 2 < 0.1 s
3 5 < 0.1 s
4 17 < 0.1 s
5 74 < 0.1 s
6 489 < 0.1 s
7 4,192 0.12 s
8 42,676 1.78 s
9 476,520 34.418 s

10 5,632,488 14 min 55 s
11 69,043,690 6 h 41 min

Table 5.1: Number of combinatorial quadrangulated boundaries
that can be shelled with up to Hmax hexahedra. Timings are given
for a single thread on an Intel® Core™ i7-7700HQ CPU.

cedure outlined by Xiang and Liu [2018]: the hexahedra that are
found are those which admit a shelling such that any prefix is the
smallest shellable hexahedral mesh for the corresponding boundary.
For large values of n, it is not clear that such a shelling should
always exist, but we can verify this property for small values of
n. For every quadrangulation found during the breadth-first search
but without a hexahedral mesh found by Algorithm 8, Algorithm 4
is used to verify that there is indeed no shellable hexahedral mesh
with at most n hexahedra. This test was performed for n ≤ 10, and
no counter-examples were found.

From Algorithm 8, a table of 69, 043, 690 boundaries that can be
meshed with up to 11 hexahedra is constructed (Table 5.1). These
results also coincide with those obtained by Xiang and Liu [2018].
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Figure 37: Insertion of a buffer layer to guarantee final mesh validity
when using precomputed cavity meshes. (left) Simply adding two
quadrangles (red) inside a cavity creates an invalid mesh where pairs
of quads share more than one facet; (right) inserting a layer of buffer
quads (light gray) allows the use of the same (combinatorial) quads
to fill the cavity and produce a valid mesh.

5.2.2 Using the Pre-Computed Table

If at any point during the search, the boundary of the unmeshed re-
gion matches one of the pre-computed quadrangulations, the shelling
of that quadrangulation is used to finish the meshing of that region.

The idea is to use the shelling computed in the previous section
to fill the unmeshed region. Simply combining the two solutions
is not always possible: this may produce an invalid mesh where,
for example, two hexahedra share multiple quadrangles (Figure 37).
Algorithm 4 could be used to compute all shellings of the unmeshed
region with up to n hexahedra. If this search finds a shelling com-
patible with the partial solution constructed so far, a solution can
be generated, at the cost of an additional computation.

Even if no such shelling was found, a solution can be constructed
from any shelling of the unmeshed region, without performing an ad-
ditional search or storing multiple hexahedrizations for each bound-
ary: first construct a copy of the boundary of the unmeshed region,
then, for each quadrangle of this boundary, create a hexahedron to
connect each quadrangle to its copy. The hexahedra that have been
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inserted in this manner are guaranteed to be compatible with any
hexahedrization of the unmeshed region, allowing a complete mesh
to be constructed. When this approach is used, the first solution
found by the algorithm is not in general the smallest. However,
when the smallest solution contains a large number of hexahedra,
this approach can construct solutions in many cases where methods
with stronger guarantees fail to find any, because it adds several
hexahedra without branching.

Efficient access to the pre-computed table is performed using
a binary search. We create an array of all the quadrangulations
we found, sorted by their signatures. To find the hexahedral mesh
corresponding to a given quadrangulation, its signature is computed
and an isomorphism test is performed on all quadrangulations in the
table that have the same signature.

5.3 A Constructive Solution for Constrained
Hex-Meshing

Only one previous solution to the constrained hexahedral meshing
problem gives a completely explicit construction [Carbonera and
Shepherd, 2010]. This method requires 5396 n hexahedra to con-
struct a valid mesh bounded by n quadrangles. In the following, we
prove that this bound can be lowered to 78 n using the construction
proposed by Erickson [2014].

Using our search algorithm (Section 5.2), we found hexahe-
dral meshes for both types of buffer cells that Erickson’s construc-
tion needs (Figure 38), along with geometric realizations using lin-
ear hexahedra obtained by applying existing mesh untangling tech-
niques [Toulorge et al., 2013; Livesu et al., 2015], although the so-
lutions have a very low minimum scaled Jacobian (Table 5.2). The
meshes that we found contain 37 and 40 hexahedra. Because gluing
multiple buffer cells together as needed by the construction would
create a degenerate mesh, a hexahedron is added on each boundary
quadrangle. The resulting meshes of the buffer cells have 57 and 62
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Figure 38: Hexahedrizations of the two types of buffer cubes used
to mesh arbitrary domains in the algorithm of Erickson. (top) 37
hexahedra to mesh the 20-quadrangle cell; (bottom) 40 hexahedra
to mesh the 22-quadrangle cell. Colors correspond to the different
sides of the original cubes (shown on the left).
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Template |Q| |Vbnd| |H| |Vtotal|
# edges by valence Scaled Jacobian
3 4 5 min max median

Tetragonal trapezohedron 8 10 40 52 40 75 4 0.35 0.42 0.38
Schneiders’ pyramid 16 18 36 51 32 62 4 0.12 0.49 0.26
Erickson’s buffer cell (1) 20 22 37 53 43 49 4 0.31 0.63 0.42
Erickson’s buffer cell (2) 22 24 40 55 44 48 9 0.031 0.45 0.41

Table 5.2: Statistics for the geometric meshes constructed for diffi-
cult test cases.

hexahedra respectively, giving the following result:
Let Ω be a compact and connected subset of R3 bounded by a

2-manifold ∂Ω. Given a quadrangulation Q of ∂Ω, each component
of Q containing an even number of quadrangles, and a triangulation
T of Ω (splitting each quadrangle of Q into two triangles), if there
is a combinatorial hexahedral mesh of Ω bounded by Q, then there
is one with no more than 62|Q| + 8|T | hexahedra. In particular,
if Ω is a ball (hence ∂Ω is a sphere) and |Q| is even, there is a
combinatorial hexahedral mesh bounded by Q with no more than
78|Q| hexahedra.

Proof. Follow the construction of Erickson [2014] using the tem-
plates that we computed. There is one buffer cell for each bound-
ary quadrangle, and each tetrahedron of the triangulation T is split
into 4, 7, or 8 hexahedra. In the worst case, each buffer cell will be
meshed with 62 hexahedra, and each tetrahedron will be split into
8 hexahedra.

If Ω is a ball, there is always a triangulation T with 2|Q| tetra-
hedra, obtained by arbitrarily splitting each quadrangle into two
triangles, adding a vertex inside the domain, and joining each tri-
angle to this new vertex by a tetrahedron. The bound for this special
case is therefore 62|Q|+ 8× 2|Q| = 78|Q|.

A similar bound can be obtained for quadrangulations with an
odd-number of quadrangles in some of their components. In that
case, hexahedra are added to connect pairs of odd components, and
the previous result is used to compute the number of hexahedra to
mesh the rest of the domain.
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Figure 39: The trapezohedra are a family of polyhedra with two
poles, each incident to n faces. They are usually difficult cases to
mesh with hexahedra.

5.4 Hexahedrizations for Small
Quadrangulations of the Sphere

We used the algorithm described in section 5.2 to compute hexa-
hedrizations for all even quadrangulations of the sphere containing
up to 20 quadrangles (Table 5.3). The 54, 943 input quadrangula-
tions were generated using plantri [Brinkmann et al., 2005]. We
pre-computed shellable hexahedral meshes with up to 11 hexahe-
dra. Of the 69, 043, 690 boundaries that were pre-computed, only
130 are included in the list of inputs. Nonetheless, in about 20%
of all instances, the search for a solution terminates almost imme-
diately after loading the set of pre-computed solutions (Figure 40).
Only a few additional seconds are enough to find hexahedrizations
bounded by most quadrangulations of the sphere. There are how-
ever some more difficult cases, requiring over an hour of computation
time (Figure 42). The trapezohedron bounded by n faces, obtained
by generalizing the tetragonal trapezohedron (Figure 39) is usually
among the most difficult cases of a given size, requiring meshes with
an intricate internal structure in order to be filled. For example,
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Figure 40: Time to compute hexahedrizations for all quadrangula-
tions of the sphere with up to 20 quadrangles. Run on a machine
with two AMD EPYC 7551 CPUs (32 cores per CPU).

the smallest solution found for the 20-face decagonal trapezohedron
contained 72 hexahedra, strictly more than any of the other bound-
aries (Figure 41). Similarly, the 16-face octagonal trapezohedron
required 67 hexahedra, with the decagonal trapezohedron being the
only boundary for which all solutions found were larger. The trape-
zohedra are also among the boundaries that require the most time
before any solution could be found. The 14-face heptagonal trape-
zohedron is the second most time consuming input, requiring 2h
50min, and the 20-face decagonal trapezohedron is the third, re-
quiring 2h 43min. In the worst case, shown on Figure 42, it took
6h 15min before a 58-element mesh was found.

5.5 Small Non-Shellable Hexahedral Meshes

Chapter 4 described a generic search method for hexahedral meshes.
This chapter has focused solely on the search for shellable meshes.
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Figure 41: Time to compute hexahedrizations for all quadrangula-
tions of the sphere with up to 20 quadrangles. Run on a machine
with two AMD EPYC 7551 CPUs (32 cores per CPU).

Q
|H| |Vtotal| %edges by valence

min max med min max med 3 4 5 6
6 1 8 (none)
8 44 56 48 34 16 2
10 2 58 36 12 64 48 39 45 15 1
12 3 47 43 14 57 52 38 50 11 1
14 3 59 44 16 73 55 38 48 12 1
16 4 67 45 18 77 56 37 51 11 1
18 4 67 46 20 79 58 38 49 12 1
20 5 72 47 22 81 59 38 49 12 1

Table 5.3: Statistics for the combinatorial meshes computed for all
even quadrangulations of the sphere with up to 20 quadrangles.
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Figure 42: The four most time-consuming quadrangulated spheres
to mesh using our method. Each required over an hour of compu-
tation time on 64 cores.
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By using both algorithms with the same input, we’re able to com-
pare their outputs and identify non-shellable meshes: those that are
found by the algorithm in Chapter 4, but not by the one described
in this chapter.

This method allowed us to find a non-shellable hexahedral mesh
with the boundary of a cube, containing a total of 30 vertices and 21
hexahedra. The untangling techniques that we’ve used so far were
unable to produce a valid trilinear realization of this topological
mesh.

There were only 14 distinct non-shellable meshes of the cube
with at most 23 hexahedra. This justifies the focus on shellings
for hexahedral meshing: non-shellable meshes are rare, require an
irregular structure, and often do not appear to have a high quality
geometric realization.
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Chapter 6

A Geometric Mesh of
Schneiders’ Pyramid

So far we have focused on topological meshes. However, most ap-
plications require meshes represented as trilinear or higher-order
surfaces with requirements on the quality of the elements depend-
ing on the problem domain. A more theoretical question concerns

Figure 43: Three cases for which no geometric hexahedral meshes
(with planar quadrangular faces) are known: a bicuboid with
warped equator, the octagonal spindle, and Schneiders’ pyramid.
The latter two cases are solved in this chapter.
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so-called geometric hexahedral meshes, where the hexahedra are
convex polyhedra in R3, bounded by six planar faces. Even for sim-
ple input polyhedra, no geometric mesh has been found and the
exact requirements the boundary must meet for the existence of a
geometric hexahedral mesh remain unknown.

Eppstein [1999a] reduced the problem of geometric hex-meshing
to one family of cases: that of bicuboids with a warped equator.
Even the 8-quadrangle octagonal spindle (also known as tetragonal
trapezohedron) and the closely related 16-quadrangle pyramid have
no known hexahedral mesh without warped faces (Figure 43).

However, using the techniques introduced in chapters 4 and 5,
we can improve the existing 88-element solution Yamakawa and Shi-
mada [2010] and compute a geometric hexahedral mesh with ratio-
nal coordinates. First we modify the topology of the mesh, ob-
taining a solution with only 44-element for the pyramid, containing
a 40-element mesh for the trapezohedron (Section 6.1). We then
adjust the coordinates of the vertices in the mesh to satisfy the con-
straint that every face be planar (Section 6.2). The resulting mesh
is the first geometric hexahedral mesh of the pyramid, proving that
such meshes exist for at least two of the three cases in Figure 43.

6.1 Simplifying a Mesh of Schneiders’
Pyramid

We begin by applying the mesh simplification algorithm introduced
in Section 4.2 to Yamakawa’s mesh of Schneiders’ pyramid to reduce
the number of elements in the mesh through a sequence of local op-
erations. The resulting hexahedral mesh is valid and contains 66
hexahedra and 63 interior vertices (Figure 44). Table 6.1 shows the
sizes of the different cavities simplified by the algorithm. It takes a
few minutes to reduce the number of hexahedra in the mesh from 88
down to 66. Figure 45 shows the changes to the connectivity of the
mesh performed in two different iterations of the algorithm. The
vertices had to be moved to obtain a valid mesh, but the combina-
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Figure 44: A 66-element mesh of Schneiders’ pyramid (right) ob-
tained from improving the topology of the 88-element of mesh Ya-
makawa and Shimada (left).

Initial Mesh Initial Cavity Remeshed Cavity New Mesh
#hex #vert. #hex #vert. #bd. facets #hex #vert. #hex #vert

88 105 8 23 18 6 21 86 103
86 103 8 23 18 6 21 84 101
84 101 8 23 18 6 21 82 99
82 99 14 33 24 8 27 76 93
76 93 6 16 10 2 12 72 89
72 89 18 40 30 12 32 66 81

Table 6.1: Cavity remeshing operations performed by our hex-mesh
simplification algorithm on Yamakawa’s 88-element mesh of Schnei-
ders’ pyramid.

torial boundary remains the same. For example, for the second pair
of cavities in the figure, the same 30 facets can be seen before and
after the remeshing operation: there is a central facet, surrounded
by a ring of five quadrangles, followed by three rings of six quad-
rangles, followed by one more ring of five quadrangles surrounding
a single face.

The next step of our construction is to use the 72-element mesh
constructed in one of the intermediate steps detailed in Table 6.1 to
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Figure 45: (top) Removal of two hexahedra from Schneiders’ pyra-
mid; (bottom) removal of six hexahedra. The initial cavity (left) and
the remeshed cavity (right) have the same combinatorial boundary
(top: 18 facets; bottom: 30 facets). Colors highlight the correspon-
dence between faces.
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Figure 46: The octagonal spindle (left) can be used to construct
Schneiders’ pyramid (right) by only adding one layer of quadrangles
(cyan curve).

create a 40-element mesh of the octagonal spindle. Indeed, Schnei-
ders’ pyramid and the octagonal spindle are related by their dual
graphs: replace each quadrangle by a vertex, and create an edge
between each pair of adjacent quadrangles. If the dual edges that
traverse opposite edges of a quadrangle in the primal are grouped
together, a simple arrangement of curve is obtained. The dual of
Schneiders’ pyramid is obtained by adding one curve to the dual of
the octagonal spindle (Figure 46).

This relationship determines a method to create hexahedral meshes
of the octagonal spindle from certain meshes of Schneiders’ pyramid.
The dual of a hexahedral mesh is a simple arrangement of surfaces
[Murdoch et al., 1997], where each surface is bounded by zero, one,
or multiple curves of the dual arrangement of the boundary quad
mesh (Figure 47). If the dual of a mesh of Schneiders’ pyramid
contains a surface which is bounded only by the curve present in
Schneiders’ pyramid but not in the octagonal spindle, that surface
can be removed by collapsing all the edges that it traverses [Bor-
den et al., 2002]. The resulting mesh is a hexahedral mesh of the
octagonal spindle.

In general, this operation may produce a degenerate mesh, with
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Figure 47: The mesh of Schneiders’ pyramid by Yamakawa and Shi-
mada (left), and our 72-element (center) and 66-element (right)
meshes constructed from it. The first two meshes have two dis-
tinct dual surfaces for the two dual curves of the boundary (bottom
row), but they were merged in the 66-element mesh.

hexahedra sharing multiple quadrangles or quadrangles sharing mul-
tiple edges. This is what prevented the construction of a mesh of the
octagonal spindle directly from the 88-element mesh of Yamakawa
and Shimada [2010]. Applying this procedure to our 72-element
mesh, however, we obtain a new mesh the octagonal spindle, with
40 hexahedra and 42 interior vertices (Figure 49). This is the small-
est known mesh of the octagonal spindle.

Finally, we add 4 hexahedra to our mesh of the spindle, reintro-
ducing the missing layer of hexahedra to obtain a 44-element mesh
of Schneiders’ pyramid. (Figure 48). This trilinear mesh serves as
our starting point for the construction of a geometric mesh.
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Figure 48: Comparison of our 44-element mesh of Schneiders’ pyra-
mid (left) with the smallest known 36-element solution (right). Both
admit two planar symmetries.

6.2 The First Geometric Mesh of
Schneiders’ Pyramid

There are multiple meshes of the pyramid using trilinear hexahe-
dra. That is, find coordinates for every vertex such that, for each
hexahedron in the topological mesh, the convex hull of the 8 ver-
tices indeed has 6 quadrangular faces. In theory, it is possible to
determine if such a system of equation has a solution symbolically
by formulating it using the existential theory of real numbers Tarski
[1948]. In practice, however, this approach proves far too expensive.
Instead, we opt to search for an exact numerical solution by making
a few assumptions:

1. there is a geometric mesh close to one of our trilinear meshes,
i.e. vertices only need to be adjusted by a small amount;

2. this geometric mesh can be represented using rational coordi-
nates;
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6. A Geometric Mesh of Schneiders’ Pyramid

Figure 49: A layer of hexahedra in a 72-element mesh of Schneiders’
pyramid (left) is removed (center). After merging the endpoints of
each removed edge, a mesh of the octagonal spindle is obtained
(right).

3. the geometric mesh preserves the same symmetries as our tri-
linear mesh. A symmetry of a combinatorial mesh M is a
permutation σ of its vertices such that h is a hexahedron of
M if and only if σ(h) is also a hexahedron of M (possibly up
to a reversal of orientation). A geometric or trilinear mesh
preserves a combinatorial symmetry if for every such symme-
try σ there is an affine function f : R3 → R3 such that h is a
hexahedron of the geometric or trilinear mesh if and only if the
vertices of σ(h) are the images of the corresponding vertices
of h under f . Our mesh of the pyramid has two reflections as
symmetries, (x, y, z) → (−x, y, z) and (x, y, z) → (x, y,−z).
Its linear symmetry group also includes their composition and
the identity.

In general, it is not the case that a solution meeting those re-
quirements exist, even if a geometric mesh does exist. For example,
the realization of a combinatorial mesh may require irrational num-
bers [Richter-Gebert and Ziegler, 1995] or not be able to preserve
all combinatorial symmetries. However, these three assumptions
greatly reduce the number of parameters needed for a solution, as
well as the computational cost to manipulate them.
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6.2. The First Geometric Mesh of Schneiders’ Pyramid

6.2.1 Initial Numerical Solution

The trilinear embedding of the meshes available to us were con-
structed to maximize quality measures used to evaluate meshes in
finite element applications. The faces are non-planar because these
measures do not seek to minimize the extent to which faces are
warped.

Using SCIP [Bolusani et al., 2024], we compute a numerical mesh
ensuring the volume of the tetrahedron spanned by the vertices a,
b, c, d of each face is within a small tolerance ϵ of zero:

−ϵ ≤ 1

6
[(b− a)× (c− a)] · (d− a) ≤ ϵ

All boundary vertices have the coordinates fixed using an embed-
ding of the boundary polyhedron. This process informs the choice
for a combinatorial mesh to extend to a geometric mesh: whereas
this process finds hexahedral mesh with volumes for the faces with
ϵ ≤ 10−8 from our 44-element mesh, it is not able to find such
solutions for the 36-element mesh of the pyramid originally found
by Xiang and Liu [2018]. This suggests it may not be possible to
extend the 36-element mesh to a geometric mesh.

6.2.2 Constructing an Exact Geometric Mesh

From this approximate numerical solution, we construct a new mesh
where every face will be planar. We keep track of the set F of
vertices whose coordinates in the geometric mesh have been de-
termined. These exact coordinates are computed by applying a
sequence of the following three operations:

1. If there is a hexahedron h containing a vertex v such that the 6
vertices that share a quadrangle of h with v are in F , compute
v by intersecting the 3 planes that contain it and add it to F .

2. If there is a quadrangle q containing a vertex v such that the
other 3 vertices of q are in F , compute v by projecting it onto
the plane of the remaining vertices and add it to F .
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6. A Geometric Mesh of Schneiders’ Pyramid

Figure 50: Construction of the geometric mesh. Vertices used from
the quantized numerical solution are shown in yellow. Green vertices
were projected onto a plane determined by other vertices (shown in
blue). One vertex shown in red was manually adjusted. All other
vertices are determined by symmetry or by intersecting three planes.
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6.2. The First Geometric Mesh of Schneiders’ Pyramid

3. If none of those are possible, directly use a rational approxi-
mation of the coordinates of v in the numerical solution and
add it to F . For this operator, the vertices located on the
symmetry planes (i.e. the fixed points of the symmetries) are
prioritized, since they have fewer degrees of freedom. In par-
ticular the vertices at the intersection of all symmetry planes
are of the form (0, y, 0) and only have one degree of freedom.

After adding a vertex v to F , its symmetric counterparts un-
der each symmetry σ are also added to F , with their coordinates
computed from the image of v under the corresponding geometric
symmetry. Due to the high number of planarity constraints across
the mesh, the location of all vertices become completely constrained
after defining only a small number of them.

Each operation tends to increase the size of the fractions used to
represent rational vertices. To keep them from growing too large,
making each consecutive operation slower, the coordinates in the
numerical solution are initially quantized to the nearest multiple of
1

256 (except for the boundary vertices so that the boundary faces
remain planar).

We manually find a sequence of operations that yields a mesh
with all faces planar by construction, using 10 vertices from the
quantized mesh (operation 3), 3 projections of a vertex onto a quad-
rangle (operation 2) and computing the other vertices with the first
operation whenever possible (Figure 50). The resulting mesh may
still include flipped hexahedra depending on the initial vertices, de-
spite all faces being planar. Changing the location of one vertex by a
small amount in the initial numerical solution and performing these
operations again results in the first geometric mesh of Schneiders’
pyramid, as well as the octagonal spindle (Figure 51).
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6. A Geometric Mesh of Schneiders’ Pyramid

Figure 51: A geometric hexahedral mesh of Schneiders’ pyramid.
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Chapter 7

Conclusion

Topological meshing is an aspect of hexahedral mesh generation that
had been investigated from a theoretical perspective, in the form
of algorithm too impractical to implement in practice. This thesis
demonstrated much smaller bounds on the size of hexahedral meshes
than those found in the literature. Combinatorial search techniques
further enabled us to find topological meshes for all quadrangula-
tions of the sphere with up to 20 faces.

Importantly, these algorithms also demonstrate that there are
no small hexahedral meshes for many simple boundary configura-
tions, including Schneiders’ pyramid. This has implication for many
hexahedral meshing techniques. Consider any method that starts
from the boundary and fills the domain using an advancing front,
or any meshing algorithm that ends up enclosing a cavity with hex-
ahedra at some point during the meshing process. These techniques
are susceptible to encounter situations where the cavity they cre-
ate requires a non-trivial combinatorial structure. Even if a valid
topological mesh is found, computing valid trilinear mesh may be
impractical. To robustly handle difficult cases, advancing fronts
methods must either include mechanisms to avoid difficult-to-mesh
boundaries, or to find a correct topological mesh even when such
configurations arise.

Throughout this work, we’ve primarily discussed quadrangular
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7. Conclusion

Figure 52: A block-structured mesh contains coarse-grained blocks
(shown using colors), each subdivided into a regular grid of hexa-
hedra.

meshes with a small number of faces, orders of magnitudes fewer
than the meshes used in industrial applications. Nonetheless, we
note two ways such combinatorial techniques may find concrete ap-
plications:

1. Block-structured meshes may contain a large number of ele-
ments, but are subdivided into a relatively small number of
blocks, each containing a regular grid of hexahedra or quad-
rangles (Figure 52). Combinatorial techniques can be used to
manipulate the mesh at the level of blocks.

2. Multiple meshing techniques rely on manually designed hex-
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ahedral templates, for instance octree-based techniques use
them extensively to represent size transitions. Our techniques
automate the process of creating such templates, enabling
techniques that rely on a wider range of templates.

Indeed, such combinatorial-first techniques have already found
practical applications to generate boundary layers of hexahedral
meshes [Reberol et al., 2023]. In order to successfully implement
these techniques for a broader range of meshing tasks, more robust
smoothing, untangling and mesh repair algorithms will be required.
To deal with more complex cases, geometric information may also
be used to guide topological and combinatorial algorithms towards
suitable mesh structures.

Another important area of future research is geometric hex-
meshing. Even if trilinear or higher order elements remain the fo-
cus for mesh generation in practice, the simpler geometric setting
of convex polyhedral meshes may offer new insights into the link
between the combinatorial structure of a mesh and its geometric
quality. The tetragonal trapezohedron is one of several test cases
for which no geometric mesh could be found for a long time. Yet,
the methods shown in this thesis show that it in fact does admit
one. Finding a geometric mesh for all bicuboids would prove that
the criteria for geometric and topological meshing are the same. The
enumeration of topological meshes may be part of a proof of this
statement, or a useful tool to narrow down a geometric obstruction
to the construction of hexahedral meshes.

Hexahedral meshing is an appealing goal with many industrial
applications. This has motivated the continuous development of
a wide range of mesh generation techniques, in spite of the many
challenges that have stood for decades. The integration of methods
from other fields, including combinatorial methods, is a promising
path towards finally overcoming these obstacles.
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